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# **ВСТУП**

Математична логіка як самостійний розділ сучасної математики сформувався відносно нещодавно - на межі дев’ятнадцятого і двадцятого століть. Виникнення і швидкий розвиток математичної логіки були пов’язані з так званою кризою основ (засад) математики, одним з проявів якої є відомі парадокси або антиномії канторівської теорії множин. Головним предметом у дослідженнях, присвячених «ліквідуванню» кризи і «рятуванню» математики, стали принципи або правила побудови математичних тверджень і математичних теорій, зокрема, пошук відповіді на питання типу: «як повинна бути побудована теорія, щоб у ній не виникало суперечностей або антиномій?», «які властивості повинні мати методи доведення, щоб їх можна було вважати строгими?» тощо.

Для будь-кого, хто вивчає сучасну логіку, логіка першого порядку може здатися цілком природним об'єктом вивчення, а її відкриття – неминуче. Вона є семантично завершеною, адекватною для аксіоматизації всієї математики, а теорема Ліндстрома[[1]](#_Список_джерел) показує, що це максимальна логіка, що задовольняє властивості компактності та властивості Левенгайма-Сколема[[2]](#_Список_джерел). Тож не дивно, що логіка першого порядку давно розглядалася як "правильна" логіка для дослідження основ математики. Вона посідає центральне місце в сучасних підручниках математичної логіки, а інші системи відведені в кулуари[[3]](#_Список_джерел).

Останніми роками розміри доведень зростають, до прикладу доведення Великої Теореми Ферма запропоноване Ендрю Уайлзом займає 129 сторінок тексту було визнано правильним лише через 21 рік після виходу остаточної версії.

Створення систем для виведення логічних тверджень не є новою ідеєю. Про це замислювалися ще математики 17 століття, такі як Лейбніц і Хоббс, які вважали, що істинність твердження може бути встановлена за допомогою числення. Зараз відомо, що істинність теорем в логіці висловлювань може бути встановлена. Тоді як для перевірки логіки предикатів є процедури, які можуть зайняти нескінченну кількість часу. Системи автоматизованої перевірки надають набагато швидший і надійніший спосіб перевірки доведень, оскільки майже повністю виключають людський фактор з процесу перевірки.

# **РОЗДІЛ 1. ЛОГІКА ТА ЇЇ ВЛАСТИВОСТІ**

Логіка, як наука про міркування, визначає істинність або хибність математичного твердження, вважаючи, що певний список тверджень є істинним. Їх прийнято називати аксіомами. Існує безліч застосувань логіки: від вирішення побутових проблем до доведення математичних теорем. У цьому розділі детальніше розглянемо логіку висловлювань.

* 1. **Висловлювання та дії над ними**

Висловлювання – це розповідне речення, про яке можна сказати, чи істинне воно, чи хибне, але не одне й інше водночас[4]. Прикладом висловлювання може слугувати таке речення: «Мукачево – столиця України», бо можемо встановити значення істинності цього твердження. Ми позначатимемо істинність висловлювання великою латинською буквою «Т», а хибність буквою «F».

Висловлювання поділяють на прості та складні. Висловлювання, які неможливо розділити на простіші, називають атомарними формулами (або атомами). Складне висловлювання – це речення, яке складається з декількох висловлювань об’єднаних в одне.

Об’єднання виконується за допомогою 5 логічних операцій:

1. Заперечення (читають „не” та позначають знаком „¬”);
2. Кон’юнкцію (читають „і (та)” й позначають знаком „∧”);
3. Диз'юнкцію (читають „або (чи)” та позначають знаком „∨”);
4. Імплікацію (читають “якщо..., то” та по­значають знаком „→”);
5. Еквівалентність (читають „тоді й лише тоді” та познача­ють знаком „~”).
   1. **Формули алгебри висловлювань та їх еквівалентність**

Будь-яке складне висловлювання є формулою. Так само будь-який атом є формулою. Розглядають два основних аспекти формул: синтаксис та семантику.

Синтаксис — це сукупність правил, які дають змогу будувати формули та роз­пізнавати правильні формули серед послідовностей символів. Формули в логіці висловлювань позначаються так:

* атом — це формула;
* якщо — формула, то — також формула;
* якщо та формули, то , , , - формули;
* формули можуть бути породжені тільки скінченною кількістю застосувань указаних правил.

Формули, позначають малими латинськими літерами, у разі потреби – з індексами.

Семантика — це сукупність правил, за якими формулам присвоюють значення істин­ності. Нехай та — формули. Тоді значення істинності формул , , , та залежать від значень істинності формул та так:

1. Формула істинна, коли хибна, і хибна, коли формула істинна.
2. Формула істинна, якщо водночас істинні. У всіх інших випад­ках формула хибна.
3. Формула хибна, якщо р та д водночас хибні. У всіх інших випадках істинна.
4. Формула хибна, якщо формула істинна, а — хибна. У всіх інших випадках вона істинна. Формулу називають імплікацією, атом — припущенням імплікації, а — її висновком.
5. Формула істинна, якщо та мають однакові значення істинності. У всіх інших випадках формула хибна.

Щоб присвоїти значення істинності для складного висловлювання потрібно надати значення істинності всім атомам, які містить відповідна формула. Набір значень істинності всіх атомів формули називають її інтерпретацією. Формулу логіки висловлювань називають *загальнозначущою* чи *тавтологією*, якщо вона виконується в усіх інтерпретаціях. Якщо формула — тавтологія, то ви­користовують позначення .

Формули і називають *еквівалентними*, *рівносильними* чи *тотожними* (позна­чають ), якщо значення їх істинності є одними і тими самим для усіх інтерпретацій цих формул. Формули і еквівалентні тоді й лише тоді, коли формула () загальнозначуща, тобто Така властивість називається властивістю еквівалентності.

Розглянемо список формул (еквівалентних), які задають правила для перетворень висловлювань, їх називають *законами логіки висловлювань*.

|  |  |
| --- | --- |
| Закони комутативності | ; |
| Закони асоціативності |  |
| Закони дистрибутивності |  |
| Закон суперечності |  |
| Закон виключеного третього |  |
| Закон подвійного заперечення |  |
| Закони ідемпотентності | =  = |
| Закони де Моргана | =  = |
| Закони поглинання | () =  () =р |
| Співвідношення для сталих | = ;  =  ;  F = F |

* 1. **Булеві алгебри**

Теорія булевих алгебр – це розділ алгебри, який дуже тісно пов’язаний з логікою. Важливим структурним елементом будь-якої булевої алгебри є визначені в ній алгебраїчні операції. Нехай - довільна множина. Для того, щоб задати на множині алгебраїчну операцію \* необхідно виконати дві умови:

1. Потрібно визначити правило, за яким будь-яким двом елементам з множини ставився б у відповідність єдиний для цієї пари елемент, при цьому ми вважаємо, що – кортеж;
2. Цей елемент повинен належати множині . У цьому випадку говорять, що множина замкнута щодо даної операції \*.

Булева алгебра – це система, яка складається з таких елементів: множини та двома бінарними алгебраїчними операціями, які визначені на ній, а саме . Ці операції повинні задовольняти наступні аксіоми:

* = ;
* = ;
* ;
* ;
* ;
* ;
* Існує елемент **0** такий, що для всіх ;
* Існує елемент **1** такий, що для всіх ;
* ;
* ;
* ;
* ;
* Для будь-якого існує елемент такий, що і .

У кожній булевій алгебрі істинними є такі твердження:

* Елементи та – є єдиними;
* Кожен елемент має єдине заперечення (доповнення);
* Для кожного елемента ;
* **.**

# **РОЗДІЛ 2. ЧИСЛЕННЯ ПРЕДИКАТІВ**

* 1. **Логіка предикатів**

В основі числення предикатів лежить логіка предикатів. Предикат – це твердження про те, чи має об’єкт з предметної області певну властивість. Так само як і логіка висловлювань, логіка предикатів поділяється на дві частини: синтаксис і семантику. Синтаксис мови логіки предикатів включає в себе:

* логічні символи;
* великі та маленькі латинські літери;
* допоміжні символи;

У свою чергу логічні символи складаються з:

* власне логічних символів, які використовувалися в логіці висловлювань ();
* кванторів.

Існує два квантори:

* існування, який позначається символом ;
* загальності, який позначається символом .

Де квантор загальності визначає поняття «для всіх, кожен», а існування – «існує, хоча б для одного». Маленькими латинськими літерами позначають змінні, константи та функції. Великими латинськими літерами позначаємо предикати.

Структура логіки предикатів складається з: змінних, констант, функцій, термів, атомарних формул і формул. *Змінна* позначає якийсь об’єкт з предметної області, *константа* позначає конкретний об’єкт з предметної області, а *функція* – це відображення з множини параметрів у предметну область. Визначення *терму* задається індуктивно:

* Будь-яка змінна – це *терм*;
* Будь-яка константа – це *терм*;
* Якщо – терми, тоді -арна функція () – є *термом*.

Нехай – терми, тоді -арний предикат () – є *атомарною формулою*. Тепер можемо надати визначення *формули* логіки предикатів.

* Будь-яка атомарна формула є *формулою*;
* Якщо – це формула, тоді також є формулою;
* Якщо – це формули, тоді також є формулами;
* Якщо – це формула, а – змінна, то також є формулами.
  1. **Числення секвенцій**

Також в основі числення предикатів лежить поняття секвенцій. Секвенція – це рядок вигляду:

,

де

*,* і має таку інтерпретацію*:*

Ліва частина секвенції називається *антецедент.* Права частина секвенції називається *саксцедент.* Тоді як ліва і права частини секвенцій називаються *цедентами.* Цеденти будемо позначати великими грецькими літерами .Доведення в численні секвенцій складається з дерева, вузлами якого є секвенції. Коренем дерева є секвенція, яку ми хочемо довести, а листками є початкові секвенції або аксіоми (зазвичай єдиною аксіомою є ), кожна секвенція в доведенні, крім початкових, повинна бути виведена з попередніх за допомогою правил виводу*.* Правила виводу позначаються у вигляді фігури*:*

*,* і означають, що з і . У правилах виводу *,* – верхні секвенції, а – нижня секвенція.

Правила виводу поділяються на *слабкі* та *сильні*:

|  |  |
| --- | --- |
| **Слабкі** | |
| Обміну: ліве | Обміну: праве |
| Спрощення: ліве | Спрощення: праве |
| Послаблення: ліве | Послаблення: праве |
| Обтинання: | |
| **Сильні** | |
| Заперечення: ліве | Заперечення: праве |
| Кон’юнкції: ліве | Кон’юнкції: праве |
| Диз’юнкції: ліве | Диз’юнкції: праве |
| Імплікації: ліве | Імплікації: праве |
| Загальності: ліве | Загальності: праве |
| Існування: ліве | Існування: праве |

Формула C є предком формули D тоді і тільки тоді, коли існує ланцюг з предків від D до C.

Аналогічно задається означення нащадка. Називатимемо формулу C прямим предком формули D, якщо C предок D і якщо C є тою ж самою формулою що і D. Аналогічно задається означення прямого нащадка.

# **РОЗДІЛ 3. ОПИС ПРОГРАМИ**

Програма написана на мові програмування Python. Жодних сторонніх бібліотек при створенні програми використано не було.

Для реалізації перевірки доведень в численні логіки висловлювань, було створено систему класів, які програмно реалізують об’єктну структуру логіки висловлювань. До системи входять такі класи: Constant, Variable, Function, Term, AtomicFormulae, Formula, Sequence, InferenceCheck, Node, Proof. Кожен з цих класів відповідає об’єктам: константа, змінна, функція, терм, атомарна формула, формула, секвенція, перевірка формул доведень, вузол дерева доведення, та доведення відповідно. Програма, в основному, має ієрархічну структуру, завдяки чому зручно використовувати побудову класів рекурсивними методами. Велика кількість методів можуть повторювати в різних класах, така структура надає змогу використовувати властивості поліморфізму і полегшувати роботу програми для користувача.

Клас Constant: на вхід приймає параметр symbol. Параметр набуває значення тільки з певної множини символів: малих латинських літер та довільної кількості натуральних чисел, які можуть виступати в ролі індексу. Всі обмеження встановлені згідно означення синтаксису логіки предикатів.

Методи класу: text та print. Вони виконують функції виведення текстової форми формули на екран та, власне, перетворення вхідних даних у текст.

Програмна реалізація класу Constant:

class Constant:  
 def \_\_init\_\_(self, symbol):  
 # Checking that our symbols type match  
 assert len(symbol) > 0  
 if len(symbol) > 1:  
 assert symbol[0] in constant\_symbols  
 for i in range(1, len(symbol)):  
 assert symbol[i] in index\_symbols  
 elif len(symbol) == 1:  
 assert symbol in constant\_symbols  
  
 self.symbol = symbol  
  
 def print(self):  
 print(self.text())  
  
 def text(self):  
 return self.symbol

Клас Variable: на вхід приймає параметр symbol. Параметр набуває значення тільки з певної множини символів: малих грецьких літер та довільної кількості натуральних чисел, які можуть виступати в ролі індексу. Всі обмеження встановлені згідно означення синтаксису логіки предикатів.

Методи класу: text та print. Вони виконують функції виведення текстової форми формули на екран та, власне, перетворення вхідних даних у текст.

Програмна реалізація класу Variable:

class Variable:  
 def \_\_init\_\_(self, symbol):  
 # Checking that our symbols type match  
 assert len(symbol) > 0  
 if len(symbol) > 1:  
 assert symbol[0] in variable\_symbols  
 for i in range(1, len(symbol)):  
 assert symbol[i] in index\_symbols  
 elif len(symbol) == 1:  
 assert symbol in variable\_symbols  
  
 self.symbol = symbol  
  
 def print(self):  
 print(self.text())  
  
 def text(self):  
 return self.symbol

Клас Function: на вхід приймає параметри symbol та масив даних param\_arr. Symbol набуває значення тільки з певної множини символів: малих латинських літер та довільної кількості натуральних чисел, які можуть виступати в ролі індексу. Всі обмеження встановлені згідно означення синтаксису логіки предикатів. Масив param\_arr може приймати значення лише типу Constant або Variable.

Методи класу: text, print та get\_P\_t\_f\_var. Перші два методи виконують функції виведення текстової форми формули на екран та, власне, перетворення вхідних даних у текст. Метод get\_P\_t\_f\_var – це наслідок поліморфізму великої кількості класів, на вхід приймає значення масиву, і перевіряє значення вхідних даних у param\_arr та записує їх у вхідний масив.

Програмна реалізація класу Function:

class Function:  
 def \_\_init\_\_(self, symbol, param\_arr):  
 # Checking that our symbols type match  
 assert len(symbol) > 0  
 if len(symbol) > 1:  
 assert symbol[0] in function\_symbols  
 for i in range(1, len(symbol)):  
 assert symbol[i] in index\_symbols  
 elif len(symbol) == 1:  
 assert symbol in function\_symbols  
  
 # Checking that our parameters type match  
 for param in param\_arr:  
 assert isinstance(param, Constant) or isinstance(param, Variable)  
  
 self.symbol = symbol  
 self.param\_arr = param\_arr # variables or constants  
  
 def print(self):  
 print(self.text())  
  
 def text(self):  
 return self.symbol + '(' + ','.join([param.text() for param in self.param\_arr]) + ')'  
  
 def get\_P\_t\_f\_var(self, arr):  
 for i in range(len(self.param\_arr)):  
 if isinstance(self.param\_arr[i], Variable):  
 arr.append(self.param\_arr[i])

Клас Term: на вхід приймає параметри symbol та масив даних param\_arr. Symbol набуває значення тільки з певної множини символів: малих латинських літер та довільної кількості натуральних чисел, які можуть виступати в ролі індексу. Всі обмеження встановлені згідно означення синтаксису логіки предикатів. Масив param\_arr може приймати значення лише типу Variable, Function або Term.

Методи класу: text, print та get\_P\_t\_f\_var. Перші два методи виконують функції виведення текстової форми формули на екран та, власне, перетворення вхідних даних у текст. Метод get\_P\_t\_f\_var – це наслідок поліморфізму великої кількості класів, на вхід приймає значення масиву, перевіряє значення вхідних даних у param\_arr, записує їх у вхідний масив, та викликає себе ж у елементах масиву param\_arr.

Програмна реалізація класу Term:

class Term:  
 def \_\_init\_\_(self, symbol, param\_arr):  
 # Checking that our symbols type match  
 assert len(symbol) > 0  
 if len(symbol) > 1:  
 assert symbol[0] in function\_symbols  
 for i in range(1, len(symbol)):  
 assert symbol[i] in index\_symbols  
 elif len(symbol) == 1:  
 assert symbol in function\_symbols  
  
 # Checking that our parameters type match  
 for param in param\_arr:  
 assert isinstance(param, Function) or isinstance(param, Variable) or isinstance(param, Term)  
  
 self.symbol = symbol  
 self.param\_arr = param\_arr # functions with variables or constants  
  
 def print(self):  
 print(self.text())  
  
 def text(self):  
 return self.symbol + '(' + ','.join([param.text() for param in self.param\_arr]) + ')'  
  
 def get\_P\_t\_f\_var(self, arr):  
 for i in range(len(self.param\_arr)):  
 if isinstance(self.param\_arr[i], Term):  
 arr.append(self.param\_arr[i])  
 self.param\_arr[i].get\_P\_t\_f\_var(arr)  
 if isinstance(self.param\_arr[i], Function):  
 arr.append(self.param\_arr[i])  
 self.param\_arr[i].get\_P\_t\_f\_var(arr)  
 if isinstance(self.param\_arr[i], Variable):  
 arr.append(self.param\_arr[i])

Клас AtomicFormulae: на вхід приймає параметри symbol та масив даних term\_arr. Symbol набуває значення тільки з певної множини символів: малих латинських літер та довільної кількості натуральних чисел, які можуть виступати в ролі індексу. Всі обмеження встановлені згідно означення синтаксису логіки предикатів. Масив term\_arr може приймати значення лише типу Term або Variable.

Методи класу: text, print та get\_P\_t\_f\_var. Перші два методи виконують функції виведення текстової форми формули на екран та, власне, перетворення вхідних даних у текст. Метод get\_P\_t\_f\_var – це наслідок поліморфізму великої кількості класів, на вхід приймає значення масиву, перевіряє значення вхідних даних у term\_arr, записує їх у вхідний масив, та викликає себе ж у елементах масиву term\_arr.

Програмна реалізація класу AtomicFormulae:

class AtomicFormulae:  
 def \_\_init\_\_(self, symbol, term\_arr):  
 # Checking that our symbols type match  
 assert len(symbol) > 0  
 if len(symbol) > 1:  
 assert symbol[0] in predicate\_symbols  
 for i in range(1, len(symbol)):  
 assert symbol[i] in index\_symbols  
 elif len(symbol) == 1:  
 assert symbol in predicate\_symbols  
  
 # Checking that our parameters type match  
 for param in term\_arr:  
 assert isinstance(param, Term) or isinstance(param, Variable)  
  
 self.symbol = symbol  
 self.term\_arr = term\_arr # terms  
  
 def print(self):  
 print(self.text())  
  
 def text(self):  
 return self.symbol + '(' + ','.join([term.text() for term in self.term\_arr]) + ')'  
  
 def get\_P\_t\_f\_var(self, arr):  
 for i in range(len(self.term\_arr)):  
 if isinstance(self.term\_arr[i], Term):  
 arr.append(self.term\_arr[i])  
 self.term\_arr[i].get\_P\_t\_f\_var(arr)  
 if isinstance(self.term\_arr[i], Function):  
 arr.append(self.term\_arr[i])  
 self.term\_arr[i].get\_P\_t\_f\_var(arr)  
 if isinstance(self.term\_arr[i], Variable):  
 arr.append(self.term\_arr[i])

Клас Formulae: на вхід приймає масиви даних formulae\_arr і quantifier. У конструкторі клас визначає, чи містить формула в собі предикати (у масиві quantifier) та яка довжина формули, і, в залежності від цього, продовжує свою роботу. Масив formulae\_arr може приймати значення лише типу Formulae, AtomicFormulae або логічні символи ‘’ , ‘’, ‘’, ‘’. Конструктор надає 10 способів створення формули з уже наявної:

* У formulae\_arr входить лише одна формула або висловлення.
* formulae\_arr має вигляд [‘’, ], де формула. Таким чином можна реалізувати заперечення формули F
* formulae\_arr має вигляд [, ‘’, ], де та формули. Таким чином можна реалізувати диз’юнкцію формул та
* formulae\_arr має вигляд [, ‘’, ], де та формули. Таким чином можна реалізувати кон’юнкцію формул та
* Коли formulae\_arr має вигляд [, ‘’, ], де та формули. Таким чином можна реалізувати імплікацію формул та

І ще 5 таких самих, але з використанням предикатів та предикатних змінних.

Методи класу: text, print та get\_P\_t\_f\_var. Перші два методи виконують функції виведення текстової форми формули на екран та, власне, перетворення вхідних даних у текст. Метод get\_P\_t\_f\_var – це метод, з якого починаються аналогічні методи в інших класах. На вхід він приймає значення масиву, перевіряє значення вхідних даних у formulae\_arr, записує їх у вхідний масив, викликає себе ж у елементах масиву formulae\_arr, та повертає готовий масив.

Програмна реалізація класу Formulae:

class Formulae:  
 def \_\_init\_\_(self, quantifier, formulae\_arr):  
 # Checking that quantifier has appropriate length (2 or 0)  
 assert len(quantifier) == 2 or len(quantifier) == 0  
  
 # Checking that our logical part is appropriate without quantifier  
 if len(quantifier) == 0:  
 assert len(formulae\_arr) == 2 or len(formulae\_arr) == 3 or len(formulae\_arr) == 1  
 if len(formulae\_arr) == 2:  
 assert formulae\_arr[0] == l\_not  
 assert isinstance(formulae\_arr[1], AtomicFormulae) or isinstance(formulae\_arr[1], Formulae)  
 if len(formulae\_arr) == 3:  
 assert isinstance(formulae\_arr[0], AtomicFormulae) or isinstance(formulae\_arr[0], Formulae)  
 assert formulae\_arr[1] in logical\_symbols\_binary  
 assert isinstance(formulae\_arr[2], AtomicFormulae) or isinstance(formulae\_arr[2], Formulae)  
 if len(formulae\_arr) == 1:  
 assert isinstance(formulae\_arr[0], AtomicFormulae)  
 # Checking that our logical part is appropriate with quantifier  
 else:  
 assert len(formulae\_arr) == 1  
 assert isinstance(formulae\_arr[0], Formulae) or isinstance(formulae\_arr[0], AtomicFormulae)  
 assert quantifier[0] in quantifier\_symbols  
 assert isinstance(quantifier[1], Variable)  
  
 self.formulae\_arr = formulae\_arr # formulas and connectives (a and b)  
 self.quantifier = quantifier # first element = quantifier, second = variable  
  
 def text(self):  
 txt = ''  
 if len(self.quantifier) == 0:  
 for i in range(len(self.formulae\_arr)):  
 if self.formulae\_arr[i] in logical\_symbols:  
 txt += ' ' + self.formulae\_arr[i] + ' '  
 else:  
 txt += self.formulae\_arr[i].text()  
 else:  
 txt = '(' + self.quantifier[0] + self.quantifier[1].text() + ')('  
 txt += self.formulae\_arr[0].text() + ')'  
 return txt  
  
 def print(self):  
 print(self.text())  
  
 def get\_P\_t\_f\_var(self, arr):  
 for i in range(len(self.formulae\_arr)):  
 if isinstance(self.formulae\_arr[i], Formulae):  
 self.formulae\_arr[i].get\_P\_t\_f\_var(arr)  
 if isinstance(self.formulae\_arr[i], AtomicFormulae):  
 arr.append(self.formulae\_arr[i])  
 self.formulae\_arr[i].get\_P\_t\_f\_var(arr)  
 return arr

Клас Sequence: на вхід приймає параметри antecedent і succedent. Параметри відіграють роль *саксцедент* та *антецедента* (правої та лівої частини секвенції) відповідно. Можуть приймати тільки єдине значення – екземпляр клас Formulae.

Методи класу: text та print. Вони виконують функції виведення текстової форми формули на екран та, власне, перетворення вхідних даних за синтаксисом секвенцій у текст.

Програмна реалізація класу Sequence:

class Sequence:  
 def \_\_init\_\_(self, antecedent, succedent):  
 for formula in antecedent:  
 assert isinstance(formula, Formulae)  
 for formula in succedent:  
 assert isinstance(formula, Formulae)  
 self.antecedent = antecedent # left part  
 self.succedent = succedent # right part  
  
 def text(self):  
 return ', '.join([formula.text() for formula in self.antecedent]) + ' ' + l\_inference + ' ' +\  
 ', '.join([formula.text() for formula in self.succedent])  
  
 def print(self):  
 print(self.text())

Набір функцій з файлу InferenceCheck: це файл, у якому зберігаються всі формули, які потрібні для доведення теорем у системах числення предикатів.

Для зручності користування програмою, функції, які відповідають слабким структурним правилам виведення, можуть перевірити багаторазове застосування правила. Таким чином зменшується кількість монотонних дій під час процесу конструювання доведення. Функції повертають значення True, якщо при виконанні перетворень верхньої секвенції отримується нижня.

|  |  |
| --- | --- |
| **Функція** | **Правило** |
| exchange\_left | Обміну: ліве |
| exchange\_right | Обміну: праве |
| contraction\_left | Скорочення: ліве |
| contraction\_right | Скорочення: праве |
| weakening\_left | Послаблення: ліве |
| weakening\_right | Послаблення: праве |
| cut | Відтинання |
| not\_left | Заперечення: ліве |
| not\_right | Заперечення: праве |
| and\_left | Кон’юнкції: ліве |
| and\_right | Кон’юнкції: праве |
| or\_left | Диз’юнкції: ліве |
| or\_right | Диз’юнкції: праве |
| imp\_left | Імплікації: ліве |
| imp\_right | Імплікації: праве |
| univ\_left | Загальності: ліве |
| univ\_right | Загальності: праве |
| exist\_left | Існування: ліве |
| exist\_right | Існування: праве |

Функція exchange\_left: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції exchange\_left:

def exchange\_left(s\_upper, s\_lower):  
 if s\_upper.succedent != s\_lower.succedent:  
 return False  
 if len(s\_upper.antecedent) != len(s\_lower.antecedent):  
 return False  
 antecedent\_uniq = []  
 for i in range(len(s\_upper.antecedent)):  
 if not s\_upper.antecedent[i] in antecedent\_uniq:  
 antecedent\_uniq.append(s\_upper.antecedent[i])  
 if not s\_lower.antecedent[i] in antecedent\_uniq:  
 antecedent\_uniq.append(s\_lower.antecedent[i])  
 for uniq in antecedent\_uniq:  
 counter\_up = 0  
 counter\_low = 0  
 for i in range(len(s\_upper.antecedent)):  
 if uniq == s\_upper.antecedent[i]:  
 counter\_up += 1  
 if uniq == s\_lower.antecedent[i]:  
 counter\_low += 1  
 if not counter\_up == counter\_low:  
 return False  
 return True

Функція exchange\_right: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції exchange\_right:

def exchange\_right(s\_upper, s\_lower):  
 if s\_upper.antecedent != s\_lower.antecedent:  
 return False  
 if len(s\_upper.succedent) != len(s\_lower.succedent):  
 return False  
 succedent\_uniq = []  
 for i in range(len(s\_upper.succedent)):  
 if not s\_upper.succedent[i] in succedent\_uniq:  
 succedent\_uniq.append(s\_upper.succedent[i])  
 if not s\_lower.succedent[i] in succedent\_uniq:  
 succedent\_uniq.append(s\_lower.succedent[i])  
 for uniq in succedent\_uniq:  
 counter\_up = 0  
 counter\_low = 0  
 for i in range(len(s\_upper.succedent)):  
 if uniq == s\_upper.succedent[i]:  
 counter\_up += 1  
 if uniq == s\_lower.succedent[i]:  
 counter\_low += 1  
 if not counter\_up == counter\_low:  
 return False  
 return True

Функція contraction\_left: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції contraction\_left:

def contraction\_left(s\_upper, s\_lower):  
 if s\_upper.succedent != s\_lower.succedent:  
 return False  
 if len(s\_upper.antecedent) <= len(s\_lower.antecedent):  
 return False  
 set\_upper = set(s\_upper.antecedent)  
 set\_lower = set(s\_lower.antecedent)  
 if not set\_lower == set\_upper:  
 return False  
 for uniq in set\_upper:  
 counter\_up = 0  
 counter\_low = 0  
 for i in range(len(s\_upper.antecedent)):  
 if uniq == s\_upper.antecedent[i]:  
 counter\_up += 1  
 if i < len(s\_lower.antecedent):  
 if uniq == s\_lower.antecedent[i]:  
 counter\_low += 1  
 if not counter\_up >= counter\_low:  
 return False  
 return True

Функція contraction\_right: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції contraction\_right:

def contraction\_right(s\_upper, s\_lower):  
 if s\_upper.antecedent != s\_lower.antecedent:  
 return False  
 if len(s\_upper.succedent) <= len(s\_lower.succedent):  
 return False  
 set\_upper = set(s\_upper.succedent)  
 set\_lower = set(s\_lower.succedent)  
 if not set\_lower == set\_upper:  
 return False  
 for uniq in set\_upper:  
 counter\_up = 0  
 counter\_low = 0  
 for i in range(len(s\_upper.succedent)):  
 if uniq == s\_upper.succedent[i]:  
 counter\_up += 1  
 if i < len(s\_lower.succedent):  
 if uniq == s\_lower.succedent[i]:  
 counter\_low += 1  
 if not counter\_up >= counter\_low:  
 return False  
 return True

Функція weakening\_left: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції weakening\_left:

def weakening\_left(s\_upper, s\_lower):  
 if s\_upper.succedent != s\_lower.succedent:  
 return False  
 if len(s\_upper.antecedent) >= len(s\_lower.antecedent):  
 return False  
 antecedent\_uniq = []  
 for i in range(len(s\_lower.antecedent)):  
 if i < len(s\_upper.antecedent):  
 if not s\_upper.antecedent[i] in antecedent\_uniq:  
 antecedent\_uniq.append(s\_upper.antecedent[i])  
 if not s\_lower.antecedent[i] in antecedent\_uniq:  
 antecedent\_uniq.append(s\_lower.antecedent[i])  
 for uniq in antecedent\_uniq:  
 counter\_up = 0  
 counter\_low = 0  
 for i in range(len(s\_lower.antecedent)):  
 if i < len(s\_upper.antecedent):  
 if uniq == s\_upper.antecedent[i]:  
 counter\_up += 1  
 if uniq == s\_lower.antecedent[i]:  
 counter\_low += 1  
 if counter\_up > counter\_low:  
 return False  
 return True

Функція weakening\_right: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції weakening\_right:

def weakening\_right(s\_upper, s\_lower):  
 if s\_upper.antecedent != s\_lower.antecedent:  
 return False  
 if len(s\_upper.succedent) >= len(s\_lower.succedent):  
 return False  
 succedent\_uniq = []  
 for i in range(len(s\_lower.succedent)):  
 if i < len(s\_upper.succedent):  
 if not s\_upper.succedent[i] in succedent\_uniq:  
 succedent\_uniq.append(s\_upper.succedent[i])  
 if not s\_lower.succedent[i] in succedent\_uniq:  
 succedent\_uniq.append(s\_lower.succedent[i])  
 for uniq in succedent\_uniq:  
 counter\_up = 0  
 counter\_low = 0  
 for i in range(len(s\_lower.succedent)):  
 if i < len(s\_upper.succedent):  
 if uniq == s\_upper.succedent[i]:  
 counter\_up += 1  
 if uniq == s\_lower.succedent[i]:  
 counter\_low += 1  
 if counter\_up > counter\_low:  
 return False  
 return True

Функція cut: на вхід приймає параметри s\_upper1, s\_upper2 і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за дві верхні та нижню секвенції відповідно.

Програмна реалізація функції cut:

def cut(s\_upper1, s\_upper2, s\_lower):  
 if s\_upper1.antecedent != s\_upper2.antecedent[:-1]:  
 return False  
 if s\_upper1.succedent[:-1] != s\_upper2.succedent:  
 return False  
 if s\_lower.succedent != s\_upper2.succedent:  
 return False  
 if s\_lower.antecedent != s\_upper1.antecedent:  
 return False  
 if s\_upper1.succedent[-1] != s\_upper2.antecedent[-1]:  
 return False  
 return True

Функція not\_left: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції not\_left:

def not\_left(s\_upper, s\_lower):  
 if s\_upper.antecedent != s\_lower.antecedent[1:]:  
 return False  
 if s\_upper.succedent[:-1] != s\_lower.succedent:  
 return False  
 A = s\_upper.succedent[-1]  
 not\_A = s\_lower.antecedent[0]  
 if not\_A.quantifier:  
 return False  
 if not\_A.formulae\_arr[0] != symb.l\_not:  
 return False  
 if not\_A.formulae\_arr[1] != A:  
 return False  
 return True

Функція not\_right: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції not\_right:

def not\_right(s\_lower, s\_upper):  
 if s\_upper.antecedent != s\_lower.antecedent[1:]:  
 return False  
 if s\_upper.succedent[:-1] != s\_lower.succedent:  
 return False  
 not\_A = s\_upper.succedent[-1]  
 A = s\_lower.antecedent[0]  
 if not\_A.quantifier:  
 return False  
 if not\_A.formulae\_arr[0] != symb.l\_not:  
 return False  
 if not\_A.formulae\_arr[1] != A:  
 return False  
 return True

Функція and\_left: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції and\_left:

def and\_left(s\_upper, s\_lower):  
 if s\_upper.antecedent[2:] != s\_lower.antecedent[1:]:  
 return False  
 if s\_upper.succedent != s\_lower.succedent:  
 return False  
 A\_and\_B = s\_lower.antecedent[0]  
 if not A\_and\_B.formulae\_arr[1] == symb.l\_and:  
 return False  
 if A\_and\_B.quantifier:  
 return False  
 A = s\_upper.antecedent[0]  
 B = s\_upper.antecedent[1]  
 if A != A\_and\_B.formulae\_arr[0]:  
 return False  
 if B != A\_and\_B.formulae\_arr[2]:  
 return False  
 return True

Функція and\_right: на вхід приймає параметри s\_upper1, s\_upper2 і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за дві верхні та нижню секвенції відповідно.

Програмна реалізація функції and\_right:

def and\_right(s\_upper1, s\_upper2, s\_lower):  
 if s\_upper1.succedent[:-1] != s\_upper2.succedent[:-1]:  
 return False  
 if s\_upper1.succedent[:-1] != s\_lower.succedent[:-1]:  
 return False  
 if s\_upper1.antecedent != s\_upper2.antecedent:  
 return False  
 if s\_upper1.antecedent != s\_lower.antecedent:  
 return False  
 A = s\_upper1.succedent[-1]  
 B = s\_upper2.succedent[-1]  
 A\_and\_B = s\_lower.succedent[-1]  
 if A != A\_and\_B.formulae\_arr[0]:  
 return False  
 if A\_and\_B.formulae\_arr[1] != symb.l\_and:  
 return False  
 if A\_and\_B.quantifier:  
 return False  
 if B != A\_and\_B.formulae\_arr[2]:  
 return False  
 return True

Функція or\_left: на вхід приймає параметри s\_upper1, s\_upper2 і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за дві верхні та нижню секвенції відповідно.

Програмна реалізація функції or\_left:

def or\_left(s\_upper1, s\_upper2, s\_lower):  
 if not s\_upper1.succedent == s\_upper2.succedent and s\_upper2.succedent == s\_lower.succedent:  
 return False  
 if not s\_upper1.antecedent[1:] == s\_upper2.antecedent[1:]:  
 return False  
 A\_or\_B = s\_lower.antecedent[0]  
 if not A\_or\_B.formulae\_arr[1] == symb.l\_or:  
 return False  
 if A\_or\_B.quantifier:  
 return False  
 A = s\_upper1.antecedent[0]  
 B = s\_upper2.antecedent[0]  
 if A != A\_or\_B.formulae\_arr[0]:  
 return False  
 if B != A\_or\_B.formulae\_arr[2]:  
 return False  
 return True

Функція or\_right: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції or\_right:

def or\_right(s\_upper, s\_lower):  
 if s\_upper.succedent[:-2] != s\_lower.succedent[:-1]:  
 return False  
 if s\_upper.antecedent != s\_lower.antecedent:  
 return False  
 A\_or\_B = s\_lower.succedent[-1]  
 if not A\_or\_B.formulae\_arr[1] == symb.l\_or:  
 return False  
 if A\_or\_B.quantifier:  
 return False  
 A = s\_upper.succedent[-2]  
 B = s\_upper.succedent[-1]  
 if A != A\_or\_B.formulae\_arr[0]:  
 return False  
 if B != A\_or\_B.formulae\_arr[2]:  
 return False  
 return True

Функція imp\_left: на вхід приймає параметри s\_upper1, s\_upper2 і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за дві верхні та нижню секвенції відповідно.

Програмна реалізація функції imp\_left:

def imp\_left(s\_upper1, s\_upper2, s\_lower):  
 if s\_upper1.antecedent != s\_upper2.antecedent[1:]:  
 return False  
 if s\_upper1.antecedent != s\_lower.antecedent[1:]:  
 return False  
 if s\_upper1.succedent[:-1] != s\_upper2.succedent:  
 return False  
 if s\_upper1.succedent[:-1] != s\_lower.succedent:  
 return False  
 A = s\_upper1.succedent[-1]  
 B = s\_upper2.antecedent[0]  
 A\_imp\_B = s\_lower.antecedent[0]  
 if A\_imp\_B.formulae\_arr[1] != symb.l\_implication:  
 return False  
 if A\_imp\_B.quantifier:  
 return False  
 if A != A\_imp\_B.formulae\_arr[0]:  
 return False  
 if B != A\_imp\_B.formulae\_arr[2]:  
 return False  
 return True

Функція imp\_right: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції imp\_right:

def imp\_right(s\_upper, s\_lower):  
 if s\_upper.succedent[:-1] != s\_lower.succedent[:-1]:  
 return False  
 if s\_upper.antecedent[1:] != s\_lower.antecedent:  
 return False  
 A\_imp\_B = s\_lower.succedent[-1]  
 if not A\_imp\_B.formulae\_arr[1] == symb.l\_implication:  
 return False  
 if A\_imp\_B.quantifier:  
 return False  
 A = s\_upper.antecedent[0]  
 B = s\_upper.succedent[-1]  
 if A != A\_imp\_B.formulae\_arr[0]:  
 return False  
 if B != A\_imp\_B.formulae\_arr[2]:  
 return False  
 return True

Функція univ\_left: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence та мають у собі предикат і предикатну змінну і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції univ\_left:

def univ\_left(s\_upper, s\_lower):  
 if s\_upper.antecedent[1:] != s\_lower.antecedent[1:]:  
 return False  
 if s\_upper.succedent != s\_lower.succedent:  
 return False  
 A\_upper = s\_upper.antecedent[0]  
 A\_lower = s\_lower.antecedent[0]  
  
 if not A\_lower.quantifier:  
 return False  
 if A\_lower.quantifier[0] != symb.q\_universal:  
 return False  
 quantified\_variable = A\_lower.quantifier[1]  
 A\_lower = s\_lower.antecedent[0].formulae\_arr[0]  
 upper\_arr = A\_upper.get\_P\_t\_f\_var([])  
 lower\_arr = A\_lower.get\_P\_t\_f\_var([])  
 term = 0  
 for i in range(len(upper\_arr)):  
 if lower\_arr[i] == quantified\_variable:  
 term = upper\_arr[i]  
 break  
 if not (isinstance(term, Term) or isinstance(term, Variable)):  
 return False  
 A\_lower\_text = A\_lower.text()  
 A\_lower\_text = A\_lower\_text.replace(quantified\_variable.text(), term.text())  
 if A\_lower\_text != A\_upper.text():  
 return False  
 return True

Функція exist\_left: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції exist\_left:

def exist\_left(s\_upper, s\_lower):  
 if s\_upper.antecedent[1:] != s\_lower.antecedent[1:]:  
 return False  
 if s\_upper.succedent != s\_lower.succedent:  
 return False  
 A\_upper = s\_upper.antecedent[0]  
 A\_lower = s\_lower.antecedent[0]  
  
 if not A\_lower.quantifier:  
 return False  
 if A\_lower.quantifier[0] != symb.q\_existential:  
 return False  
 quantified\_variable = A\_lower.quantifier[1]  
 A\_lower = s\_lower.antecedent[0].formulae\_arr[0]  
 upper\_arr = A\_upper.get\_P\_t\_f\_var([])  
 lower\_arr = A\_lower.get\_P\_t\_f\_var([])  
 variable = 0  
 for i in range(len(upper\_arr)):  
 if lower\_arr[i] == quantified\_variable:  
 variable = upper\_arr[i]  
 break  
 if not isinstance(variable, Variable):  
 return False  
 A\_lower\_text = A\_lower.text()  
 A\_lower\_text = A\_lower\_text.replace(quantified\_variable.text(), variable.text())  
 if A\_lower\_text != A\_upper.text():  
 return False  
 return True

Функція univ\_right: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції univ\_right:

def univ\_right(s\_upper, s\_lower):  
 if s\_upper.succedent[:-1] != s\_lower.succedent[:-1]:  
 return False  
 if s\_upper.antecedent != s\_lower.antecedent:  
 return False  
 A\_upper = s\_upper.succedent[-1]  
 A\_lower = s\_lower.succedent[-1]  
  
 if not A\_lower.quantifier:  
 return False  
 if A\_lower.quantifier[0] != symb.q\_universal:  
 return False  
 quantified\_variable = A\_lower.quantifier[1]  
 A\_lower = s\_lower.succedent[-1].formulae\_arr[0]  
 upper\_arr = A\_upper.get\_P\_t\_f\_var([])  
 lower\_arr = A\_lower.get\_P\_t\_f\_var([])  
 variable = 0  
 for i in range(len(upper\_arr)):  
 if lower\_arr[i] == quantified\_variable:  
 variable = upper\_arr[i]  
 break  
 if not isinstance(variable, Variable):  
 return False  
 A\_lower\_text = A\_lower.text()  
 A\_lower\_text = A\_lower\_text.replace(quantified\_variable.text(), variable.text())  
 if A\_lower\_text != A\_upper.text():  
 return False  
 return True

Функція exist\_right: на вхід приймає параметри s\_upper і s\_lower, які приймають значення екземпляру класу Sequence і відповідають за верхню та нижню секвенції відповідно.

Програмна реалізація функції exist\_right:

def exist\_right(s\_upper, s\_lower):  
 if s\_upper.succedent[:-1] != s\_lower.succedent[:-1]:  
 return False  
 if s\_upper.antecedent != s\_lower.antecedent:  
 return False  
 A\_upper = s\_upper.succedent[-1]  
 A\_lower = s\_lower.succedent[-1]  
  
 if not A\_lower.quantifier:  
 return False  
 if A\_lower.quantifier[0] != symb.q\_existential:  
 return False  
 quantified\_variable = A\_lower.quantifier[1]  
 A\_lower = s\_lower.succedent[-1].formulae\_arr[0]  
 upper\_arr = A\_upper.get\_P\_t\_f\_var([])  
 lower\_arr = A\_lower.get\_P\_t\_f\_var([])  
 term = 0  
 for i in range(len(upper\_arr)):  
 if lower\_arr[i] == quantified\_variable:  
 term = upper\_arr[i]  
 break  
 if not (isinstance(term, Term) or isinstance(term, Variable)):  
 return False  
 A\_lower\_text = A\_lower.text()  
 A\_lower\_text = A\_lower\_text.replace(quantified\_variable.text(), term.text())  
 if A\_lower\_text != A\_upper.text():  
 return False  
 return True

Клас Node: на вхід приймає значення sequence, parent\_sequence, descendant\_sequence\_arr та rule, де sequence – секвенція, над якою проводиться перевірка, parent\_sequence – секвенція, з якої була виведена sequence, descendant\_sequence\_arr – масив секвенцій, які будуть виведені з sequence та rule – правило, за яким виконується виведення. Екземпляри класу Node грають роль вузлів, з яких безпосередньо будується дерево доведення.

Метод класу: check\_node – саме за допомогою цього методу виконується перевірка виведення, повертає значення True або False, у залежності від того, чи правильно здійснене виведення формул на цьому вузлі.

Програмна реалізація класу Node:

class Node:  
 def \_\_init\_\_(self, sequence, parent\_sequence, descendant\_sequence\_arr, rule):  
 self.value = sequence  
 self.parent\_sequence = parent\_sequence  
 self.descendant\_sequence\_arr = descendant\_sequence\_arr  
 self.rule = rule  
  
 def check\_node(self):  
 if self.rule == 'exchange left':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.exchange\_left(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'exchange right':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.exchange\_right(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'contraction left':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.contraction\_left(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'contraction right':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.contraction\_right(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'weakening left':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.weakening\_left(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'weakening right':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.weakening\_right(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'cut':  
 if len(self.descendant\_sequence\_arr) != 2:  
 return False  
 return check.cut(self.descendant\_sequence\_arr[0], self.descendant\_sequence\_arr[1], self.value)  
  
 if self.rule == 'not left':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.not\_left(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'not right':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.not\_right(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'and left':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.and\_left(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'and right':  
 if len(self.descendant\_sequence\_arr) != 2:  
 return False  
 return check.and\_right(self.descendant\_sequence\_arr[0], self.descendant\_sequence\_arr[1], self.value)  
  
 if self.rule == 'or left':  
 if len(self.descendant\_sequence\_arr) != 2:  
 return False  
 return check.or\_left(self.descendant\_sequence\_arr[0], self.descendant\_sequence\_arr[1], self.value)  
  
 if self.rule == 'or right':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.or\_right(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'imp left':  
 if len(self.descendant\_sequence\_arr) != 2:  
 return False  
 return check.imp\_left(self.descendant\_sequence\_arr[0], self.descendant\_sequence\_arr[1], self.value)  
  
 if self.rule == 'imp right':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.imp\_right(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'univ left':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.univ\_left(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'exist left':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.exist\_left(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'univ right':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.univ\_right(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == 'exist right':  
 if len(self.descendant\_sequence\_arr) != 1:  
 return False  
 return check.exist\_right(self.descendant\_sequence\_arr[0], self.value)  
  
 if self.rule == '':  
 if self.value.antecedent != self.value.succedent:  
 return False  
 return True

Клас Proof: володіє лише одним полем типу Dictionary і не приймає на вході жодних параметрів. Цей клас і є так званим деревом доведення і реалізувати це допомагають його методи.

Методи класу: add\_node, print та check\_proof.

add\_note – використовується для додавання нових вузлів у дерево доведень, на вхід приймає значення node та level, які відповідають за вузол (екземпляр класу Node) та рівень, на якому він знаходиться відповідно. Перед додаванням нового вузла завжди проводиться перевірка, чи можна додати вузол на цей рівень у поточній конструкції дерева. Якщо вузол буде першим або останнім, то значення батьківського вузла або нащадка повинні бути порожні, всі перевірки проводяться всередині методу.

print – метод виведення текстової форми цілого дерева на екран.

check\_proof – головний механізм перевірки дерева доведень на істинність, він перевіряє, чи дане доведення є правильним і повертає значення True або False. При значенні False додатково повертає вузол, у якому було зроблено помилку.

Програмна реалізація класу Proof:

class Proof:  
 def \_\_init\_\_(self):  
 self.proof = {}  
  
 def add\_node(self, node, level):  
 if level == 0:  
 assert node.parent\_sequence == None  
 if level > 0:  
 assert node.parent\_sequence in [node.value for node in self.proof['Level ' + str(level - 1)]]  
 if 'Level ' + str(level) in self.proof:  
 self.proof['Level ' + str(level)] = self.proof['Level ' + str(level)].append(node)  
 else:  
 self.proof['Level ' + str(level)] = [node]  
  
 def print(self):  
 for level in self.proof:  
 for node in self.proof[level]:  
 print(node.value.text(), end='', sep='')  
 print('(' + node.rule + ')', '', ' ')  
 print('')  
  
 def check\_proof(self):  
 for level in self.proof:  
 for node in self.proof[level]:  
 if not node.check\_node():  
 print("Error here :")  
 print(level)  
 print(node.value.text())  
 desc\_arr = [seq.text() for seq in node.descendant\_sequence\_arr]  
 print(node.rule)  
 for i in range(len(desc\_arr)):  
 print(desc\_arr[i], sep=' ', end=' ')  
 return False  
 return True

# **РОЗДІЛ 4. РЕЗУЛЬТАТИ ЕКСПЕРИМЕНТІВ**

Задля перевірки написаної програми було проведено 2 експерименти, де в першому експерименті правильне доведення, а в другому навмисно зроблено помилку.

1. **Експеримент перший**

Розглянемо доведення секвенції :

* – (загальності праве)
* – (існування ліве)
* – (існування праве)
* – (загальності ліве)

Програмна реалізація:

x = Variable('x')  
y = Variable('y')  
p = AtomicFormulae('P', [x, y])  
p = Formulae([], [p])  
univ\_x\_p = Formulae([m.Symb.q\_universal, x], [p])  
exist\_y\_p = Formulae([m.Symb.q\_existential, y], [p])  
exist\_y\_univ\_x\_p = Formulae([m.Symb.q\_existential, y], [univ\_x\_p])  
univ\_x\_exist\_y\_p = Formulae([m.Symb.q\_universal, x], [exist\_y\_p])  
  
Sequence1 = Sequence([exist\_y\_univ\_x\_p], [univ\_x\_exist\_y\_p])  
Sequence2 = Sequence([exist\_y\_univ\_x\_p], [exist\_y\_p])  
Sequence3 = Sequence([univ\_x\_p], [exist\_y\_p])  
Sequence4 = Sequence([univ\_x\_p], [p])  
Sequence5 = Sequence([p], [p])  
  
Node1 = Node(Sequence1, None, [Sequence2], 'univ right')  
Node2 = Node(Sequence2, Sequence1, [Sequence3], 'exist left')  
Node3 = Node(Sequence3, Sequence2, [Sequence4], 'exist right')  
Node4 = Node(Sequence4, Sequence3, [Sequence5], 'univ left')  
Node5 = Node(Sequence5, Sequence4, [], '')  
  
Proof1 = Proof()  
  
Proof1.add\_node(Node1, 0)  
Proof1.add\_node(Node2, 1)  
Proof1.add\_node(Node3, 2)  
Proof1.add\_node(Node4, 3)  
Proof1.add\_node(Node5, 4)  
Proof1.print()  
print(Proof1.check\_proof())

Результати роботи програми:
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1. **Експеримент другий**

Розглянемо доведення секвенції, у якій була допущена помилка

* :
* – (імплікації праве)
* – (імплікації праве)
* – (імплікації ліве)

  + – (загальності праве)
* – ( загальності ліве)

Програмна реалізація:

x = Variable('x')  
y = Variable('y')  
f = Function('f', [x])  
f = Term('f', [f])  
q = AtomicFormulae('Q', [y])  
q = Formulae([], [q])  
p\_f = AtomicFormulae('P', [f])  
p = AtomicFormulae('P', [x])  
p\_f = Formulae([], [p\_f])  
p = Formulae([], [p])  
univ\_p = Formulae([q\_universal, x], [p])  
univ\_p\_f = Formulae([q\_universal, x], [p\_f])  
imp\_univ\_p\_f\_Q = Formulae([], [univ\_p\_f, l\_implication, q])  
imp\_imp\_univ\_p\_f\_Q\_Q = Formulae([], [imp\_univ\_p\_f\_Q, l\_implication, q])  
imp\_imp\_univ\_p\_univ\_p\_f\_Q\_Q = Formulae([], [univ\_p, l\_implication, imp\_imp\_univ\_p\_f\_Q\_Q])  
  
Sequence1 = Sequence([], [imp\_imp\_univ\_p\_univ\_p\_f\_Q\_Q])  
Sequence2 = Sequence([univ\_p], [imp\_imp\_univ\_p\_f\_Q\_Q])  
Sequence3 = Sequence([imp\_univ\_p\_f\_Q, univ\_p], [q])  
Sequence4\_1 = Sequence([q], [q])  
Sequence4\_2 = Sequence([univ\_p], [univ\_p\_f])  
Sequence5 = Sequence([univ\_p], [p\_f])  
Sequence6 = Sequence([p], [p\_f])  
  
Node1 = Node(Sequence1, None, [Sequence2], 'imp right')  
Node2 = Node(Sequence2, Sequence1, [Sequence3], 'imp right')  
Node3 = Node(Sequence3, Sequence2, [Sequence4\_1, Sequence4\_2], 'imp left')  
Node4\_1 = Node(Sequence4\_1, Sequence3, [], '')  
Node4\_2 = Node(Sequence4\_2, Sequence3, [Sequence5], 'univ right')  
Node5 = Node(Sequence5, Sequence4\_2, [Sequence6], 'univ left')  
Node6 = Node(Sequence6, Sequence5, [], '')  
  
Proof1 = Proof()  
  
Proof1.add\_node(Node1, 0)  
Proof1.add\_node(Node2, 1)  
Proof1.add\_node(Node3, 2)  
Proof1.add\_node(Node4\_1, 3)  
Proof1.add\_node(Node4\_2, 3)  
Proof1.add\_node(Node5, 4)  
Proof1.add\_node(Node6, 5)  
  
Proof1.print()  
Proof1.check\_proof()

Результати роботи програми:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAiEAAAGiCAIAAAC+uYE7AAAAAXNSR0IArs4c6QAAc+hJREFUeF7tnXlAE3f68GcgHAkgCkiwEkREhAVBEVRAvOVQQev6ilRstba29dVtrXZbf9vur+22q3i2u92+u63H6lptrVYt1qrrUcUTUECioFwKURLAcCXcZN5JwhHCXJkcJPh8/xGZ73N9nmfmme98hwQNDAxEYAABIAAEgAAQMAIBKyPoBJVAAAgAASAABJQEoMdAHQABIAAEgICxCECPMRZZ0AsEgAAQAALQY6AGgAAQAAJAwFgEoMcYiyzoBQJAAAgAAegxUANAAAgAASBgLAIW2WMwKysrDDMIEuaqmM/UdIyhFMU0hhoMQkNLiQFNM1fFfCYLzgYJkKGH7HLKTsoY2WeoU38aDA0ZY5rBnWeo0BixmINOwvCt3d3dzcE5hj5gVkNDE5evSg6QXsqtRFGGUhTTOOErPlseZlf7qKiyESFRyM6oTlIUbjDxUH8OfS6+A5Nzd5g6ZYedFLucspMyeAEwUagTw34pY4ooDO68TgqZ4LXEOYRZtqQeg9l6zV69JnG45MqJc7mVsnZD9BiFVFJnNzp6YYxvY0FumQzro5OdUV2lKNyg9dDgtair80wcoI2CnVFzlmKXU3ZSTFJg2Dm6kqctAMO6R63N4M5TKESH+E2dGipAn5VJW0wZo5Yt07hBmGWL6TEYxvFfvG7p8II9Xx7MfCLvbjCY5/xNa/ya0x881WgPGBb22qaXhz9Kf1hPs9ZB22UVxdm51V5xSdHcguuF9b1SQ2gU/+WUNTs2pMTHxcXFxsyeFhHiza0tKa5sQTptkblKUWEUblB7aPCqHRicMcxzwYefzLO/faOkUXuJRlJI6mm8MfGvv7lyyYsJ8+LjYz2lZ+88Uf/eZDk1k0rArF2DE1JWJC9OjJ8RGTLCvqa0pKq5e6FvWBqGr2HTOk9Nw8pt9IRAgWPTkwJRPdmTEoMT6KtQJzcwjDd93daVgsLf8msIfSM7vwir18D7MbhtTwPtlGjHxp0wLdyh4Hzag8bebaNcXMWfFRLea7ogYXYQIswpZ5q7uuy0y2VDo6YFam/zkBlFEFn24c2bN29J/WL36eLB01eunOnRY4xcitohUjcQhOIQhU6HoMUbPlg93UOXLA94zuTZwTDnyLkxL1Se/3rrFmVyj9ztr5z2eyUIYlatmMwrOLXnq68OnBO5zlz5crSbRqEZocINWMamdp6ShkJ089jB747detr3GQnTy5Mh5pnSDa3q1eXqwyBUQUJKSoKAwUTdp3h7e3NED4Qy7TUgmnX2giRIo8ngfW5cEF94Pk2kWtlgVsNi3922Ze1UF1XzQ91nrd+aum6GO6rRC1G0Jr+wiuftO1xLO4lRpdqWWolyiEoyfjqeIRsREqzWrxxEUnq5gbtN5iElSFne2Yvi4fNeSRjJYfyKhKVz5se+v2vXl19unDkU9Zr34Req8dHCkT2cyHOKIE48HiJ9lFcqVuW2vplayng5pUi3CSoBw1wCAoZJb574Oau4vPzhjSNp2a0jA/25NDQGTV23fevrkxzU0zCMG7F669Y3IrlMTjTDlXE/OE9SUVhQSuquXeoK/FOiV3eImMvsd3etWbLgvb9u+dPScWPm/OGz1L+sn+tjo4LGm7Z21/vzgyNSNnySmvr5h+uWhPOZvN/Ei16z64PEcZEpG3GxzR9vWB4tsO085cncUJpz9I199b1PtqRu+WjdwrEhv/9412sTrbv9VKBDcX2fpqZ+9qe1vx/nqr5gYrTnV5+LlYF7jO6tg6mElZMjt7VWqt1ilOLlOUJJ0DJ1LvGBX19m8YW5mZ2aUUXFue/OSARzk6JdMcx1WlKM+6NThy5KtG4rqqVSxNHJqbc7FEY1J7a3tiE2HE7Xrwil9HFDrZjQQ2p8KNpw5/v/3LKOXp40lsdsfWnpnJHq6/t27Ni+fX+GFKtI/3a7anxzsWdJSxgg5h7z3o4dO3eun+6GCOI37VCPV3tWx6bPKUW6jV8Jjg4OSGNjQ2d1KepkcpTLc+wuNuIiqbtxVdjuHxnRebM1KDzMT3E/I6up9x7nwHOe9JR5eHL7FnxB/LeLT/re4bnbi4/uv9YUlhjR9Mu/L1d7zpga1H3X6xAcISg9tecfu9MK7ScsXTaT4VtZjuOmjBSd3vvVv45lKwJfTInt6mokbmCYbfCLK+JGyK4e+ufXBy7UBEz2676EqTJt6z/BqzRt9z/2nnnsFJGcHOmsvgzRnF99L1aW02PwSsUwBeE1VdlkkLyDb7+jGtvPixFhbpZGZSvEFw+eEXnPXTwndkn8sNITh68867u3j1+CUVQLhxWF0c6bNWsHrymxYW7V+flV3T2GRIq1G2rFGJGHtC0abS76ad8vtUFLl012pZ2MT6AK2RI4ox0NlSJReXmVrANpq5eIVENS395zfSTMTvW1fdvwcSCzBhGn71b+iI/jeTRSCGK8nFKk2zSVQFEthEWCom05l7PqvCZFqS5u7pPDRjbdvXlXe6N74DlPdsqgrQ1VEolYXN3YU33dUBueFpUUCEtkLZWFRYXCUimH52DXddDuacaxqwVlZYX4CjK3STDaT2MFSZEVuyc3frh0/3F5SdbJnzPr3Uf5DVI/uSF1QzDG16Es/Yf/3i0te3z/txO5tbxe2m2eZPyodONB+g8XC21G+Poor46051ffi5Xheww/KHZV3zE/zFj7NMqlmSjtvDBodgJuAt/tj9VcxagiRlGs8uLh00995sYJik4eulVjgJeeHSe+gd/p7ty57bN35ruUHD/waynt81ZjuEFYcoNmrOu8E1f9s3XDXC8bh98tTAy2YfzEjEivpXBm0kq15qAKebVYXFHxTI53JlmVWD1qNJ6VkSg1WU5ZBIWLGKkSyJxRlFy+Ue4SFhVgjQ2bHCaozb71gODyyjQUi3aeLkgM6XqU1TWz56LU1FDXob4JVtTWyxAet/PxI43Oxvqats4pT24dO/pbYdf/yOS4PHtELut6zalFJu8t0FQv7XSjtUHeyrGz73mMRhddr+OG7zGSKklu3yEWq3dHWA9FWztmzbEl8zczV8gPGofvBIWHBEkunO16UNZjztbZzRlta+O4uLtYEz01srWxRTo6tM4ICqPyu0dV97qb//zBptT96eVtPdFRucrKDXUUhB4S8pTdOtR5J676Z8fus4+aW4rPnhG20uMfIJzJA6UJkETQ9DmlSLdpKoGiVshooOiza9cK7MdHBo+ZNN5dknmjqO+N18Bznl1F0Z+KesxoFuVdyynTekrZR19Laytia9e1SOLY27JsIgSOambZ8D0GkeRkEQyRHsRUHb2uvp7j5uZCrAZFs9RNRtlihDla/QzD7P0XvRTZcX3vgdvc6cnzRym317SGO666Dt+T6TUojGLNz1T3ulUNrdqLAzIp1m6ofSL0kBCHolHtm3JU1DpMWjBnSP7BfZcqFAza/ADgTF1p1AGSyZo+pxTpNn4lyORyhMfr2p20cnZ0QFpbelZ1FAzlmVdyWvymxI4eXJ6V8ZQA58Bznl1FUVQp18m58z7YavAgR6SxSa7nxZNE/Mnj8taRk+eNdbe3thniPydUQLwVwca4ZpaN0GPYuMRA5lHu/boXJkwWaL4PpimWefYCEpQyW9litN9Z5gUuSg7H0o/8UiA8+eMdu6nJC317PzXCrHwjxruI7+Zpf3YAnVFiv0mk2LuhfDuOxENKchjqGvXyioiW8/u+z5MzaDBKZXQhmz9nFZKa2joF33+i/whPfLg6aKyh6QI0h5xSpNsElYCi0vz8CpfJCxPDRnkJ/CKWJIy3fyy81/UKAGWRoIoHl2/W+Ph4FGXeItj1NH4Z94PzJBVlP2gon8/38HDjcRBr7hD8Z76bE4fBqzftXhG/jxojEIzGyYdwywsfNjG4PpJOIXMDRRtvHj+Wi45f9T9btv/1nZltJcUdzO2Qn199LlYW02NQRfGZcw9dpi57MUDr5a8uLviONMLH31k+Jer1UA5zGLskKazt+g+nittQtFn409Ec28iliwLsu5KNoUNClyWFc3JOX9JuTvRGiZJCKKWPGxQeUheFg1/oqOaM/+w5J+pg+qCSPmTz5qwGgqLy62mnCnmRr769YePGjUmhPbum9AH2d04p0m2ySig/t2f/zUb/+avWrX8raaL17X37Llf3cKFm2NDQ0NFakJHZ+++Z8UsP+Ylm2DI2sfNkNAIW/XGTcvxh5nDUJWIl/tMH6+J6XmEmj7klP6di9MLVa19PHNOafeTQpUrml36CmRRuYFUZ+zf/z6ZP/vLxR59+/VudnU1rE9H7CX2VUpxffbOMBgYG6hWBCYXxZ00+Ma+tihvWIDy9f+9VMcMbc0oPUa8Zby6P9bUtOfGvfelPCTbJ2BnVVYrCDVoPDZ4BXZ1n4gBtFOyMmrMUu5yyk2KSAnZz8JXwWxsSbS9+8bf/PtV81kpGHsOGzHn3wxnV//7zgbudO8bqrk93orFzj1rKZM6zq8O+zqv+wP7zGRV///hYiTGAaOnEMJQ72N3ZHkHtBvtMWbgo6Nn3n3+bJWd6P0rQe4iybDGfJaO6OW2vKc7KLKi15fPq75XWGqLHWHn4+jRkHD58+l4N8UKRnVFdpSjcoPXQ4LWoq/NMHKCNgp1Rc5Zil1N2UkxSwHJOU3mB1HPOoiiHolsPa3se2JOS95i2ZB6/4MSPwt57m7QFwNI9ajFTOc+uDol8t/GeNGukLIPsQ1wMTYkz+dVP31gYHREa8AJS9tsPR69KGLwXRO4EYZYtaR1jaL6gDwgAASAABIxLwGL2Y4yLAbQDASAABICAEQhAjzECVFAJBIAAEAACKgLQY6AQgAAQAAJAwFgEoMcYiyzoBQJAAAgAAegxUANAAAgAASBgLALQY4xFFvQCASAABIAA9BioASAABIAAEDAWAegxxiILeoEAEAACQAB6DNQAEAACQAAIGIsA9BhjkQW9QAAIAAEgAD0GagAIAAEgAASMRQB6jLHIgl4gAASAABCAHgM1AASAABAAAsYiAD3GWGRBLxAAAkAACECPgRoAAkAACAABYxGAHmMssqAXCAABIAAEoMdADQABIAAEgICxCECPMRZZ0AsEgAAQAALQY6AGgAAQAAJAwFgEoMcYiyzoBQJAAAgAAegxUANAAAgAASBgLALQY4xFFvQCASAABIAA9BioASAABIAAEDAWAegxxiILeoEAEAACQAB6DNQAEAACQAAIGIsA9BhjkQW9QAAIAAEgAD0GagAIAAEgAASMRQB6jLHIgl4gAASAABCAHgM1AASAABAAAsYiAD3GWGRBLxAAAkAACECPgRoAAkAACAABYxFg2mMwKysrDDOIF8xVMZ+p6RhDKYppDDUYhIYBlRjQbeaqmM9kkSMtOEa1xa4e2EkZMOm6qmLIkOE0Xa3rOZ+hVwyn4c4wn6mn5+Ypbprwrd3d3anjx6yGhiYuX5UcIL2UW4mi+sPihK/4bHmYXe2jospGhEQhO6M6SVG4wcRD/TkYUINOgTOxy4QAO6NmK8WuHthJMUmBwefoRJ5JARjcQwqFBndeJ4WmjNSUtkyTZZoeg9l6zV69JnG45MqJc7mVsnZD9BiFVFJnNzp6YYxvY0FumQzro5OdUV2lKNyg9dCUdUBrS9fAaRXiE2gJsDNqzlLs6oGdFJMUGHaOruRpC8Cw7tHc5up4FaJ1noIGOsRv6tRQAfqsTNpiyhi1bJnGDVpQBiFA1WMwjOO/eN3S4QV7vjyY+UTe3WAwz/mb1vg1pz94qtEeMCzstU0vD3+U/rCeZq2DtssqirNzq73ikqK5BdcL63sFQmgU/+WUNTs2pMTHxcXFxsyeFhHiza0tKa5sQTptkblKwYjCDWoPDcLdUEoGRo4wzHPBh5/Ms799o6RRiwx1Znlj4l9/c+WSFxPmxcfHekrP3nmiFjdZPZhJFWHWrsEJKSuSFyfGz4gMGWFfU1pS1dz9kMCwNAxVut16TOw8NQ0rt9ETAgWOTU8KRPVkT1kMTqCvQp3cwDDe9HVbVwoKf8uvIfSN7PwyzYWOcj+GO2FauEPB+bQHjb3bRrm4ij8rJLxXOIKE2UGIMKecKf+67LTLZUOjpgVqb/OQGUUQWfbhzZs3b0n9Yvfp4sHTV66c6dFjjFyK2iFSNxCE4hDTILvm4Tn2NNBulrbpAZ8j8sximHPk3JgXKs9/vXWLsjCO3O2vejB4FTkELd7wwerpHky3SwUxq1ZM5hWc2vPVVwfOiVxnrnw52k2jUoxwdlCcAubuPCUNhejmsYPfHbv1tO/zFV3Pen3mm9INA17oCEOmLGJvb2+O6IFQpr2OQ7POXpAEaTQZ/Bo6LogvPJ8mUq1sMKthse9u27J2qovqwoq6z1q/NXXdDHdU4zqLojX5hVU8b9/hWtpJjCrVttRKlENUkvHT8QzZiJBgtX7lIJLSyw3cbTIPda8dQUJKSoJAdzkGEpaeI37s+7t2ffnlxplDUa95H36hGh8tHNkTOXk9IIgTj4dIH+WVilV1Ud9MLWW8eqAoFXZVJMs7e1E8fN4rCSM59C/aYJhLQMAw6c0TP2cVl5c/vHEkLbt1ZKA/l4bGoKnrtm99fZKDehqGcSNWb936RiSXyUlKWZjm7jxJRWFBKam7dqkr8E+JXt0hYi6z3921ZsmC9/665U9Lx42Z84fPUv+yfq6PjQoab9raXe/PD45I2fBJaurnH65bEs5n8m4UL3rNrg8Sx0WmbMTFNn+8YXm0wLYz0WRuKM05+sa++t4nW1K3fLRu4diQ33+867WJ1t1+KtChuL5PU1M/+9Pa349zVV9sMdrzy6AXOp17jJWTI7e1VqrdYpR6ynOEkqBl6nzgA79GzOILczM7TaCKinPfnZEI5iZFu2KY67SkGPdHpw5dlGjdGlRLpYijk1NvvyiMak5sb21DbDicrl8RSunjhloxoYcMLvymm2LpOUKqr+/bsWP79v0ZUqwi/dvtqvHNxZ7lMGGAmHvMezt27Ny5frobIojftEM9Xu1ZWZu+HihKhUUVoWjDne//c8s6ennSWB79CtjRwQFpbGzoLDtFnUyOcnmO3VVIXCR1N64K2/0jIzpv1AaFh/kp7mdkNfXeHx14zpOeMg9Pbt+CL4j/dvFJ377ubi8+uv9aU1hiRNMv/75c7TljalD3HbNDcISg9NSef+xOK7SfsHTZTJqXqLrS4jhuykjR6b1f/etYtiLwxZTYrq5G4gaG2Qa/uCJuhOzqoX9+feBCTcBkv+7Ln0qlrf8Er9K03f/Ye+axU0RycqSz+hJGc36Z4EJHtY6xwqsNwxSEF0xlk0HyDr79jmpsPy9GhLlZGtWpEF88eEbkPXfxnNgl8cNKTxy+8qzv3j5+8qColgdURlWeYJi1g9eU2DC36vz8qu4eQ+IqazfUijEiD03XQBhYsvQcoR0NlSJReXmVrANpq5eIVENS395zfSTMbPW1fdvwcSCzBhGn71b+iI/jeTRS+LsMbMuSth4oSoVdFaHNRT/t+6U2aOmyya4MCoFqCmGRoGhbzuWsOq9JUaqLm/vksJFNd2/e1d7oHnjOk50yaGtDlUQiFlc39lRfN9WGp0UlBcISWUtlYVGhsFTK4TnYdR20e5px7GpBWVkhvoLMbRKM9tNYQVKkxe7JjR8u3X9cXpJ18ufMevdRfoPUT31I3RCM8XUoS//hv3dLyx7f/+1Ebi2vl3abJxk/Kt14kP7DxUKbEb4+yisr7flFW9h61h4uzvSBr5YlFBWlnRcGzU7Atxnw3f5YzVWMaiqKYpUXD59+6jM3TlB08tCtGgO89Ow48Q38bnXnzm2fvTPfpeT4gV9LaZ+ZGsMNdtD5QbGr+o75Ycbap1GmwDJyxIInqpBXi8UVFc/keGeSVYnVo0bjWRmJUvOpB0IHB81Y17kmU/2zdcNcLxuH3y1MDLahf2LGAqOi5PKNcpewqABrbNjkMEFt9q0HBJdXpoot2nm6IDGk61FW18yeC1pTQ12H+gZaUVsvQ3jczsePNDob62vaOqc8uXXs6G+FXf8jk+Py7BG5rOsVqRaZvLdAU720043WBnkrx86+5zEaXXTGPU7VYxRt7Zg1x5ZsSmaukB80Dt9lCA8Jklw42/WgrMdfW2c3Z7StjePi7mJNtN63tbFFOjq0qprCqPzuUdX96uY/f7ApdX96eVtPmqlcZeWGOgpCD9klRFIlye07xGL1DhbrMUByRB4/TYAkgqavB4pSYV5FsluHOtdkqn927D77qLml+OwZYSvrAlFd+khOZBR9du1agf34yOAxk8a7SzJvFPW9aRt4zrOrKL0SQCfcLMq7llOm9ZSyj1BLaytia9e1SOLY2xquiTDPMl0oBMcpe0xdfT3Hzc2FWC2KZqmbjLLFCHO0rpUYZu+/6KXIjut7D9zmTk+eP0q5RaY13HHVdfieTK+hIDeKNT9T3a9WNbRq39aRSbF2Q+0ToYcsKCtFJDlZBEPEUluXGAUufIpF5IiaAHWAZLKmrweKUmFeRYpGdYUrR0Wtw6QFc4bkH9x3qUJBcyMik8sRHq9rZ9PK2dEBaW3pWdVRMJRnXslp8ZsSO3pweVbGUwKcA895dhVFUaVcJ+fOe2irwYMckcYmuZ4nNYn4k8flrSMnzxvrbm9tM8R/TqiAeBuDjXHmWWahnfJZ2aPc+3UvTJgs0HwfTNNG5tkLSFDKbGWL0X5nmRe4KDkcSz/yS4Hw5I937KYmL/Ttvd7HrHwjxruI7+Zpf3YAnVHiIEmk2LuhfDuOxEMWmI0nQofL/HOkYlNTW6fg+0/0H+GJD1cHjbUdXYDmUA8UpcKuijDUNerlFREt5/d9nyenW+miqDQ/v8Jl8sLEsFFeAr+IJQnj7R8L73W9AoADImeIKh5cvlnj4+NRlHmLYMeU1Slg7s6T0LAfNJTP53t4uPE4iDV3CP4z382JQ//CBdLuFfH7qDECwWicfAi3vPBhkz6nO5kbKNp48/ixXHT8qv/Zsv2v78xsKynuYG6H/Pwy/oWOqsegiuIz5x66TF32YoDWy19dseE7/wgff2f5lKjXAx/MYeySpLC26z+cKm5D0WbhT0dzbCOXLgqw70oYhg4JXZYUzsk5fUm7OdEbJQJLKKWPGxQeMk+sCWbS4zLvHKkRoaj8etqpQl7kq29v2LhxY1Joz64pfYD9XQ8UpcK6ihz8Qkc1Z/xnzzlRB6NHqeXn9uy/2eg/f9W69W8lTbS+vW/f5eoeLtQMGxoaOloLMjJ7/y00fukhP0mpC9vMnSejEbDoj5uU4w8zh6MuESvxnz5YF9fzCjN5zC35ORWjF65e+3rimNbsI4cuVep13lO4gVVl7N/8P5s++cvHH3369W91djatTUTvJ/Q1T3F+sc4y8yDRwMBAitn4syafmNdWxQ1rEJ7ev/eqmO6Wiolh1GvGm8tjfW1LTvxrX/pTgo0udkZ1laJwg9ZDJmGabI6ugTNxjJYAO6PmLMWuHthJMUkBuzn4+uetDYm2F7/423+faj5hIyOPYUPmvPvhjOp///nA3c4dY3XXpztJ2blHLWUy59nVYV/nVX9g//mMir9/fKzEGEC0dGIYyh3s7myPoHaDfaYsXBT07PvPv82SM7oLIXTPNFmm+bwyFG2vKc7KLKi15fPq75XWGqLHWHn4+jRkHD58+l4N8WKPnVFdpSjcoPXQBPXE3ISugTPRTEuAnVFzlmJXD+ykmKSA5Zym8gKp55xFUQ5Ftx7W9jywJyXvMW3JPH7BiR+FvfdFaQuApXvUYqZynl0dEvlu4z1p1khZBtmHuBiaEmfyq5++sTA6IjTgBaTstx+OXpXo9TaIabJMs44xNCPQBwSAABAAAs8RAZZ/H/McEYJQgQAQAAJAgC0B6DFsyYEcEAACQAAI0BGAHkNHCI4DASAABIAAWwLQY9iSAzkgAASAABCgIwA9ho4QHAcCQAAIAAG2BKDHsCUHckAACAABIEBHAHoMHSE4DgSAABAAAmwJQI9hSw7kgAAQAAJAgI4A9Bg6QnAcCAABIAAE2BKAHsOWHMgBASAABIAAHQHoMXSE4DgQAAJAAAiwJQA9hi05kAMCQAAIAAE6AtBj6AjBcSAABIAAEGBLAHoMW3IgBwSAABAAAnQEoMfQEYLjQAAIAAEgwJYA9Bi25EAOCAABIAAE6AhAj6EjBMeBABAAAkCALQHoMWzJgRwQAAJAAAjQEYAeQ0cIjgMBIAAEgABbAtBj2JIDOSAABIAAEKAjAD2GjhAcBwJAAAgAAbYEoMewJQdyQAAIAAEgQEcAegwdITgOBIAAEAACbAlAj2FLDuSAABAAAkCAjgD0GDpCcBwIAAEgAATYEoAew5YcyAEBIAAEgAAdAegxdITgOBAAAkAACLAlAD2GLTmQAwJAAAgAAToC0GPoCMFxIAAEgAAQYEsAegxbciAHBIAAEAACdASY9hjMysoKw+i0MTrOXBXzmZqGzVCKwiWDH2KUA+NMYkie4TTWPhpQP3NVzGeyqFV2RcIaYP8KMiTJcBoeC/OZ/Ru4PtbNOUZrd3d36tgwq6GhictXJQdIL+VWoqg+INSynPAVny0Ps6t9VFTZiJAoZGfUbKUoQjb4If0TxEKDTuSZFAALH1RXk4FZq+yKhB3DfpTSKX1Mqkgnhf0YuP6mmdDQ3wo7DTQ9BrP1mr16TeJwyZUT53IrZe2G6DEKqaTObnT0whjfxoLcMhnWRyc7o+YsRRGywQ+xqwN9pHQlT1sA7JzR1Q0mVmhdZWdUVyl2RcIkQPOZY0Am6qAoFKJD/KZODRWgz8qkLeZDQB9PaAtVH+V6ylL1GAzj+C9et3R4wZ4vD2Y+kXc3GMxz/qY1fs3pD55qtAcMC3tt08vDH6U/rKdZ66Dtsori7Nxqr7ikaG7B9cL6XiEQGsV/OWXNjg0p8XFxcbExs6dFhHhza0uKK1uQTltkripLDfNc8OEn8+xv3yhp1IJFIYXP5I2Jf/3NlUteTJgXHx/rKT1750ln7ZJgocgERcgGP6RnQfQVx6xdgxNSViQvToyfERkywr6mtKSquXsBSs2Q0BnqAmDn/8CoVbLY2RUJO5JGkjJxFVGXpZXb6AmBAsemJwWierJHKXpyGDTjD6nvJOPXK3yMxbKvF8t1Ukh+8SG+mhnjnNLJYYrJlPsx3AnTwh0Kzqc9aOzdNsrFVfxZIeG91AoSZgchwpxypo7VZaddLhsaNS1Qe5uHzCiCyLIPb968eUvqF7tPFw+evnLlTI8eY+RSVA6RS2GYc+TcmBcqz3+9dYvS6JG7+tpCENKQjXCIImqHoMUbPlg93YPpVpwgZtWKybyCU3u++urAOZHrzJUvR7tpqGdHnjJkpjWkOW/A1yrbItEVJn5P5mmgnVdN06auIsqyVIhuHjv43bFbT/s+RNEVF9l82c2D+HVj8+Z/plfqvI1NdfGh9I/iCmOouFjoobzQeHt7c0QPhDItvSiadfaCJEijyeB1OS6ILzyfJlKtbDCrYbHvbtuydqqLqlhR91nrt6aum+GOatQuitbkF1bxvH2Ha2knMapU21IrUQ5RScZPxzNkI0KC1fqVg0gK48e+v2vXl19unDkU9Zr34Req8dHCkT0GyW0hiBOPh0gf5ZWKVTbrm6ml9AoZR0RGg+0hilKQ5Z29KB4+75WEkRz66scwl4CAYdKbJ37OKi4vf3jjSFp268hAfy4NjUFT123f+vokB/U0DONGrN669Y1ILpMCYFHFJAWgrD1LqVV9ThnKItEVpyAhJSVBoKsU9fx+qCKSUxsLSkndtUt9KfhTole325jL7Hd3rVmy4L2/bvnT0nFj5vzhs9S/rJ/rY6OqXt60tbvenx8ckbLhk9TUzz9ctyScT/sClKJJil82xOKaxg4CNviqbmzC63/8+K+4vv9977V5Qa6a10bCiw/91cygZWDAAqDqMVZOjtzWWql2i1FaL88RSoKWqVOFD/w6PosvzM3sdAxVVJz77oxEMDcp2hXDXKclxbg/OnXookTrrqFaKkUcnZx6R0NhVHNie2sbYsPhdP2KWKr6+r4dO7Zv358hxSrSv92uGt9c7FlqEUph7jHv7dixc+f66W6IIH7TDvV4tWfVRiilT8jqIAhp6HOIrEpQtOHO9/+5ZR29PGksj/6O1dHBAWlsbOjUpqiTyVEuz7FbOTH5uhtXhe3+kRGdNwGDwsP8FPczspp6771RhKxriVt6rRq1fnSFaYT5pq4i0np4eHL7FvzJxN8uPul7g+VuLz66/1pTWGJE0y//vlztOWNqUPel3yE4QlB6as8/dqcV2k9YumwmzZtSNAjxVd0rYVZ3jn371Vd7fs63j3xlxUy+6m6M4uJDdzWjvVYYIa2MVFL2GPyKgGEKQj3KJoPkHXz7HdXYfl6MCHOzNK4gCvHFg2dE3nMXz4ldEj+s9MThK8/67u3jFzgU1fLAisKoyhMMs3bwmhIb5ladn1/V3WOIpNCOhkqRqLy8StaBtNVLRKohqW/vuT4S2qq+tm8bPg5k1iDi9N3KH/FxPI9GCkFYh6zWjBHR0OcQRf7R5qKf9v1SG7R02WRXRmVCPokwXyjalnM5q85rUpTqTtF9ctjIprs372rvr1KErKtXVGVjCbWKx2u8+tEVpunnG7yKyOoBbW2oUi4vqht7LgPd4TY8LSopEJbIWioLiwqFpVIOz8Gu66Dd04xjVwvKygrxpXxuk2C0n8ZSXkde6lVd1c2T5/NKy8tL7qT9ckfuOWaM6r6N/OJDezWjvVbo6KbBpjN9KK9lEEVFaeeFQbMT8Ee3+G5/rOYqRjUVRbHKi4dPP/WZGycoOnnoVo0BXnp2nPgGvqLYuXPbZ+/Mdyk5fuDXUmM8TkUV8mqxuKLimRzvTLIqsXrUaDwrI4FvjJANlmcEGTRjXeeaTPXP1g1zvWwcfrcwMdiG/okZCzcUJZdvlLuERQVYY8Mmhwlqs289IDirWSjWWcRSatV86ocfFLuq75gfZox9Gup0mraKMKTzVOg+I3quWk0NdR3qu2RFbb0M4XE7nwPrXI5KAeWqzmMO/rhEOXbuXBvljNjbK5sW64sPKzdMJETVYxRt7Zg1x5ZsSmaukB80Dn9yGx4SJLlwtutBWY/jts5uzmhbG8fF3cWa6JmMrY0t0tGhdeWhMCq/e1S1ptj85w82pe5PL2/rqQAaV0lgGl6KVchq7whp6HNIK2jZrUOdazLVPzt2n33U3FJ89oywVa9SI2OIos+uXSuwHx8ZPGbSeHdJ5o2ivjcEFCHr6tMAqVXj1I+uMCVVkty+QyxW77YaYxi8itid2sYIjUxnxZVvus/Hramp+69LDWLdgOeUQfzBlVD2mLr6eo6bmwuxLXw3Vd1klC1GmKNVfxhm77/opciO63sP3OZOT54/Srl7pjXccdV1+J5Mr6EgN4o1P1OtKaoaWrVvvSmkKEgZVop1yGoPCWnoc0grcEWjmp5yVNQ6TFowZ0j+wX2XKhQ0Fw6ZXI7weF27ZlbOjg5Ia0vPqo6CoTzzSk6L35TY0YPLszKeEuSBLGSXwNnz58cGD9VhgUWdSouoVePVj84XC0lOFsEQ6aynR8DUVcTu1KYIkOvk3HmjbDV4kCPS2MTwXWTCGlbRsO6QVFR0n5LP5MSbEroyp7iM6KrKUPMpn5U9yr1f98KEyYLe7zz0mM48ewEJSpmtbDHa7yzzAhclh2PpR34pEJ788Y7d1OSFvr2fyWBWvhHjXcR387Q/O4DOKHHkVFI1tXUKvv9E/xGe+HB10LgXM6gt9iEr38QjocH2EEV9YKhr1MsrIlrO7/s+T053Z4qi0vz8CpfJCxPDRnkJ/CKWJIy3fyy81/UKAG6GnCGqeHD5Zo2Pj0dR5i2C3TiSkDHMMWTm3FmRfKxGlyKnS6X516qR6kcXiMaaa/oqIitL+0FD+Xy+h4cbj4NYc4fgP/PdnDj0b74g7V4Rv48aIxCMxk+BEG554cMmZrCkUmm7m1/omBeUptS21DScJi5YNHm0YMTo8XGrP059f66A4RqR/GpGea1g5q1RZlH1GFRRfObcQ5epy14M0Hr5q8sVfDcV4ePvLJ8S9QKEOYxdkhTWdv2HU8VtKNos/Olojm3k0kUB9l25xNAhocuSwjk5py9pNyd6o0QcKKRQVH497VQhL/LVtzds3LgxKbRns86AtvQJmYIGu0PUleLgFzqqOeM/e86JOhiVdfm5PftvNvrPX7Vu/VtJE61v79t3ubrHAjXDhoaGjtaCjMzef2eLnwzkBYDY+I/yQmtuXxW26VDx9Kk071o1Uv3oQNDIU01cRWT1ELDoj5uU4w8zh6MuESvxnz5YF9fzCjM5hJb8nIrRC1evfT1xTGv2kUOXKhnxQtH2rLSjebaTVm74QNNW+dm9/7nW4Bv/6rq1qxYGI3cO7z1bxmgdQ3E1ozqnGDlrrEloYGAg1T0vZu8T89qquGENwtP7914V0932MnET9Zrx5vJYX9uSE//al/6U4EKCPzRgYdScpShCNvghJilgNwdf/7y1IdH24hd/++9TzSdsZOQxbMicdz+cUf3vPx+427lfqjJMXQCo/9K/rPa6kpp6TsKoBXbHwq4AqFGYSa2yKxJ2WTa2lGmqCI/CUPWA/33M9HWfz6j4+8fHSowNh7V+2kJlrVl/QZrPK8P7cE1xVmZBrS2fV3+vtNYQPcbKw9enIePw4dP3aoj+PEn5Thobo+YsRRGywQ/pXxOkGprKC6SecxZFORTdeljbc9tFSt5j2pJ5/IITPwp777lRF4AgckFU+7XvLj1u1bHY2BUANS4zqVV2RWLEStBHtUmqSHkrw+oyQhSZjfekWSNlGb/l6/T0Vh9GOsvSFqrOGg0nQLOOMZwh0AQEgAAQAALPHQGWfx/z3HGCgIEAEAACQEB3AtBjdGcGEkAACAABIMCMAPQYZpxgFhAAAkAACOhOAHqM7sxAAggAASAABJgRgB7DjBPMAgJAAAgAAd0JQI/RnRlIAAEgAASAADMC0GOYcYJZQAAIAAEgoDsB6DG6MwMJIAAEgAAQYEYAegwzTjALCAABIAAEdCcAPUZ3ZiABBIAAEAACzAhAj2HGCWYBASAABICA7gSgx+jODCSAABAAAkCAGQHoMcw4wSwgAASAABDQnQD0GN2ZgQQQAAJAAAgwIwA9hhknmAUEgAAQAAK6E4AeozszkAACQAAIAAFmBKDHMOMEs4AAEAACQEB3AtBjdGcGEkAACAABIMCMAPQYZpxgFhAAAkAACOhOAHqM7sxAAggAASAABJgRgB7DjBPMAgJAAAgAAd0JQI/RnRlIAAEgAASAADMC0GOYcYJZQAAIAAEgoDsB6DG6MwMJIAAEgAAQYEYAegwzTjALCAABIAAEdCcAPUZ3ZiABBIAAEAACzAhAj2HGCWYBASAABICA7gSgx+jODCSAABAAAkCAGQHoMcw4wSwgAASAABDQnQD0GN2ZgQQQAAJAAAgwI2CAHoNZWVlhGK05htNo9ZjPBIYRMZyGx6U5k7mU+QABT4AAEAACWgSs3d3dWUPBrIaGJi5flRwgvZRbiaLUejjhKz5bHmZX+6ioshGhm8zaJdMIGjzwvgoHEi7TJAWsAAEgYIYE2PcYzNZr9uo1icMlV06cy62UtdO1DYVUUmc3OnphjG9jQW6ZDKObb4aw1C4ZPHBChQMGl9nmERwDAkDABARIewxm7RqckLIieXFi/IzIkBH2NaUlVc3d6w8M4/gvXrd0eMGeLw9mPpHTNhg8ErRdVlGcnVvtFZcUzS24XlhvgujYmDBx4GQkLQUXG8QgAwSAwHNDgHQ/RhCzasVkXsGpPV99deCcyHXmypej3TSocCdMC3coOJ/2oJHmEZkWybrstMtlQ6OmBTLZwqHOAoZ5ejLYB9I1laYOnJKkAXHpygHmAwEgAAT0J0DcYzDMJSBgmPTmiZ+zisvLH944kpbdOjLQn9tjz9vbmyN6IJRpeoANmrpu+9bXJzl0PlPCuBGrt259I5Kr0QlQtCa/sIrn7Ttcb98FCSkpCQK91fRS0A+BE5Hs9smAuAwLCrQBASAABJgQIFvHODo4II2NDZ0qFHUyOcrlOXZrtHJy5LbWSnu1GASpu3FV2O4fGeGibiqDwsP8FPczspp6b71US6WIo5MTE+/6YY6pAycmqRG4eePqhwyBSSAABCyIAMt3l63wtoFhit6BomhbzuWsOq9JUV7KA+6Tw0Y23b15t0ULB4Z3IBRlabi/0Ro8cEKFvVaHloyrv9MF9oEAEOhnAga+1CtKLt8odwmLCrDGhk0OE9Rm33rQbsQI+UGxq/qO+WHG2KehDsPEgRuRKagGAkAACBiOAMseo2hrx6w5tn2kUfTZtWsF9uMjg8dMGu8uybxR1PcdZVsbW6SjwyCtR1Ilye07xGKR0V6MNnjgZAq7U2xAXIYrG9AEBIAAEGBEgKzHyORyhMfr2jSxcnZ0QFpbmrtVKurq6zlubi4ENuSZV3Ja/KbEjh5cnpXxlGCCOy5Wh+/JGGJIcrIIhkgP1aYOnIKkOgpD4tKDC4gCASAABFgQIO4xKCrNz69wmbwwMWyUl8AvYknCePvHwntdrwDgdh7l3q97YcJkAdrn7WFU8eDyzRofH4+izFvP+qwnMCvfiPEu4rt5tJ8LwCIY/UX6IXBykng4Zo5Lf+CgAQgAgYFNgPRZWfm5PftvNvrPX7Vu/VtJE61v79t3uboHBaooPnPuocvUZS8GELwg1tDQ0NFakJGp/WeWGDokdFlSOCfn9KVys8Vq4sApSFoELrPNIzgGBICAORAg/Tt/FGuSPLhz7bcL57NkPhPHDa6+nVHSoLm50lwmLEbHzkuKDx/eUpxdJutasmDYkKm/Xyh4dOrwbYnmfNRrxltrX5k+9MmJf/4ns0brlTQ2KOofXr360PCfFmD6wAlJGhwXG8QgAwSAABDQjwCDzytrKi+Qes5ZFOVQdOthbU9vQNH2muKszIJaWz6v/l5pbfdjMY9pS+bxC078KOy95WLl4evTkHH48Ol7NR36+WwqaVMFTkjS8nCZKi1gBwgAAQsigAYGBlqQu+AqEAACQAAIWBABlu8uW1CE4CoQAAJAAAj0FwHoMf1FHuwCASAABAY+AegxAz/HECEQAAJAoL8IQI/pL/JgFwgAASAw8AlAjxn4OYYIgQAQAAL9RQB6TH+RB7tAAAgAgYFPAHrMwM8xRAgEgAAQ6C8C0GP6izzYBQJAAAgMfAJMewxmZWXV5+Mv2eFhror5TE1PGEpRTGOogV34xpMyoNvMVTGfySJHWqyMaotdPbCTMkhcxisk89HMLuPm4z94ghOg/ywZzGpoaOLyVckB0ku5BvmwZE74is+Wh9nVPiqqbMS/EJMwDeyM6iRF4QYTD82qenQKnInnTAiwM2q2UuzqgZ1UdwrY0WCSwYExh0kdDoxIB3AUND0Gs/WavXpN4nDJlRPncitl7Yb47i+FVFJnNzp6YYxvY0Fumazvl5ixM6qrFIUbtB6aVUHoGjgT52kJsDNqzlLs6oGdlDoF7GhQpA8d4jd1aqgAfVYm1f6CcyZJ12mOaWzR1qFOPsPkfiFA1WMwjOO/eN3S4QV7vjyY+UTe3WAwz/mb1vg1pz94qtFyMCzstU0vD3+U/rCeeGnSHR7aLqsozs6t9opLiuYWXC/s/dHJhEbxX05Zs2NDSnxcXFxszOxpESHe3NqS4soWpNMWmatUJyS5G9Qe9kueyIwOjBxhmOeCDz+ZZ3/7Rkmj9nMkkiJUT+ONiX/9zZVLXkyYFx8f6yk9e+dJ5+WbUooQJkXSDX5I2WB095C28KzcRk8IFDg2PSkQ1ZM9IaBVwnCCTrYwjDd93daVgsLf8msI9ZMVgAWdiQy5PYfTKPdjuBOmhTsUnE970Ni7bZSLq/izQsJ74RIkzA5ChDmMvxemLjvtctnQqGmB2ts8ZEYRRJZ9ePPmzVtSv9h9unjw9JUrZ3r0eEAuRZ1UUjcQhOKQroWCn0KeBtrN0jY94HNEnlkMc46cG/NC5fmvt25RFsaRu/1VD2yqiG3FUtSeQnTz2MHvjt162vfZgK4VSzvflLYMeCbSxgUTDE6Assd4e3tzRA+EMi2rKJp19oIkSKPJ4NfQcUF84fk0kWplg1kNi31325a1U11UF1bUfdb6ranrZrhrfmkmitbkF1bxvH2Ha2knMapU21IrUQ5RScZPxzNkI0KC1fqVg0hKLzdwt8k81D0JgoSUlASB7nIMJCw9R/zY93ft+vLLjTOHol7zPvxCNT5aOLIncvJ6QBAnHg+RPsorFavqor7nu8BNXA8UpaJTneOLm6i3dv1l6Rh1+BgWvGLbjhXjlUWOLwWmrd31fsK4qJf/+JfU1M/+tPb341y778+woJTUXbvU9P6U6NVND3OZtWEnrq/zNMcw+0mvb92+JsqB7o6HF71m1weJ4yJTNn6Smrr54w3LowW2necamS2lk46+sa++98mW1C0frVs4NuT3H+96baJ1tzMKdCiu79Mu59VXA4y2AAx6JjI4o2CKgQlQ9RgrJ0dua61Uu8UoPSjPEUqClqlrGh/4NWIWX5ib2ekcqqg4990ZiWBuUrQrhrlOS4pxf3Tq0MVeX1mGT62WShFHJ63v0aQwqhl6e2sbYsPhdP2KUEofN9SKCT00cAb0U2fpOUKqr+/bsWP79v0ZUqwi/dvtqvHNxZ7lMGGAmHvMezt27Ny5frobIojftEM9Xu1ZWZu+HihKRZ8616oOXnCEZ/HJb/+x98xjp4iXkiMHdx1/eHL7Fnwx97eLT7ruutRHnmXcfsQNmuDf2Y24wSF+6IPbd+RMNlYdx00ZKTq996t/HctWBL6YEtvVukhsYZht8Isr4kbIrh7659cHLtQETPbrPj9Vvtj6T/AqTdutdj45OdJZfY7RFIClnIn6nccDWZqyx+CFiGHE31ipbDJI3sG331GN7efFiDA3S6NwFeKLB8+IvOcunhO7JH5Y6YnDV571KWsMv5FBUS0PrCiMqhKBYdYOXlNiw9yq8/OrunsMiRRrN9SKCT00q3KgwmUJOUI7GipFovLyKlkH0lYvEamGpL69GzJxgNXX9m3Dx4HMGkScvlv5Iz6O59FIIYjx6oGiVNjVOWGZ2T/NPHq1oKzsQfoPFws53r4+nWcP2tpQJZGIxdWNPeSUClC0IetOCd5kfqdaTnBDQkYrHmbnam96EZe03ZMbP1y6/7i8JOvkz5n17qP8BqkfS5DYQhDBGF+HsvQf/nu3tOzx/d9O5Nbyeim2eZLxY7fzNiPUztMWgKWciWZ1WTArZ5j+fYyW0ygqSjsvDJqdgG8z4Lv9sZqrGNVUFMUqLx4+/dRnbpyg6OShWzU0LwIwgeI48Q38bnXnzm2fvTPfpeT4gV9LaZ87G8MNJq72ncMPil3Vd8wPM9Y+jTIFlpEjFjxRhbxaLK6oeCbHO5OsSqweNRrPykiUmk89sIgaF2mql3ao79VaG+St1rZ2PU+iyBQ23L5daBMYGmSDPygLCR7dkZ+V08TMeGN9TVvnzCe3jh39rbDrf2TiXJ49Ipd1vcPTIpP3FujtPMfOnt55Zo7CLLMmQNVjFG3tmDXHlmxKZq6QHzQO32UIDwmSXDjb9aCsJ1xbZzdntK2N4+LuYk30/NfWxhbp6Oh944VQGJXfPaq6X9385w82pe5PL2/r6VtUrrJyQx0FoYfs8impkuT2HWKxegeL9RggOSKPnyZAEkHT1wNFqeha56yLgViwMftOAfq70LE23ODg0Yr7d/JY/AVCsyjvWk5ZE02ttrS2IrZ23E43OPa2hmsiBjwTDYwX1NERoOwxdfX1HDc3F2Id+M6/uskoW4wwR+taid80+S96KbLj+t4Dt7nTk+ePsumrxR1XXYfvyfQaCnKjWPMz1f1qVUNr74fO+DMQEinWbqh9IvSQDinJcUlOFsEQsdTWJUaBC59iETmiJkAdIJms6euBolR0qfMOubwVv0x3vh1jy+NaNzUye7JFhgJFW+/cvo8EhIaHjvVru5clpFuNsK/IJ4/LW0dOnjfW3d7aZoj/nFAB8XN2NgYMeSaysQ8y7AlQPit7lHu/7oUJkwWa74Npmso8ewEJSpmtbDHa7yzzAhclh2PpR34pEJ788Y7d1OSFvja9GgNm5Rsx3kV8N0/7swPojBLHSiLF3g3l23EkHrKnbQRJOlzmnyMVlJraOgXff6L/CE98uDporO3oAjSHeqAoFZ3qHH+UV1xYjPxu5sJQX4HX6IjF03ybih6W0ZeN/aChfD7fw8ONx0GsuUPwn/luTpyuhwdtd2/fa/eZGu3VLMwq6KDXRj2DzBaKNt48fiwXHb/qf7Zs/+s7M9tKinWwRV4AlnIm6st1wMpT9RhUUXzm3EOXqcteDNB6+asLB76rjPDxd5ZPiXo98MEcxi5JCmu7/sOp4jYUbRb+dDTHNnLpogD7rqLH0CGhy5LCOTmnL2k3J3qjRLkglNLHDQoPzaoW6HGZd47UMFFUfj3tVCEv8tW3N2zcuDEptOt5C36Itgj7ux4oSoVFndff/P7fl+tGL1i17v+uiHlB8uu/j+U00T9NDVj0x03K8YeZw1GXiJX4Tx+si+t5hbnjfmZeh4cHmne7QKHfs1kcNoUtrCpj/+b/2fTJXz7+6NOvf6uzs2lt0noJgeTkoSgASzkTzeqyYFbOoIGBgRQO4c+afGJeWxU3rEF4ev/eq2K9C1R5QfGa8ebyWF/bkhP/2pf+lGDlzs6orlIUbtB6aFYp1DVwJs7TEmBn1Jyl2NUDOyl1CtjRYJK+/pqDYSh3sLuzPYLaDfaZsnBR0LPvP/82S07fI8kcpq3D/ooU7DInQPN5ZSjaXlOclVlQa8vn1d8rrTVEj7Hy8PVpyDh8+PS9GuK1NDujukpRuEHrIXO+Jpipa+BMXKIlwM6oOUuxqwd2Ul2rN8OfXEySa8w5nMmvfvrGwuiI0IAXkLLffjh6VdKqjznaOtRHOciahgDNOsY0ToAVIAAEgAAQGJAEWP59zIBkAUEBASAABICAYQlAjzEsT9AGBIAAEAACPQSgx0A1AAEgAASAgLEIQI8xFlnQCwSAABAAAtBjoAaAABAAAkDAWASgxxiLLOgFAkAACAAB6DFQA0AACAABIGAsAtBjjEUW9AIBIAAEgAD0GKgBIAAEgAAQMBYB6DHGIgt6gQAQAAJAAHoM1AAQAAJAAAgYiwD0GGORBb1AAAgAASAAPQZqAAgAASAABIxFAHqMsciCXiAABIAAEIAeAzUABIAAEAACxiIAPcZYZEEvEAACQAAIQI+BGgACQAAIAAFjEYAeYyyyoBcIAAEgAASgx0ANAAEgAASAgLEIQI8xFlnQCwSAABAAAtBjoAaAABAAAkDAWASgxxiLLOgFAkAACAAB6DFQA0AACAABIGAsAtBjjEUW9AIBIAAEgAD0GKgBIAAEgAAQMBYB6DHGIgt6gQAQAAJAAHoM1AAQAAJAAAgYiwD0GGORBb1AAAgAASAAPQZqAAgAASAABIxFAHqMsciCXiAABIAAEGDaYzArKysMMwgv5qqYz9R0jKEUxTSGGgxCwzRK2EVkVCl2/Jm7xHymaVJgYivPefgmpg3mKAhYu7u7UwPCrIaGJi5flRwgvZRbiaL60+SEr/hseZhd7aOiykaERCE7ozpJUbjBxEP9OZhGg05Mul0ygRQ7/kxSw85506TDZFaYgDKZM2DoeSZA02MwW6/Zq9ckDpdcOXEut1LWbogeo5BK6uxGRy+M8W0syC2TYX10sjOqqxSFG7QeWkrF6MpEHZdppNjxp00NO+cpEooO8Zs6NVSAPiuTtlhK3nE/aUFZUCzgqkUToOoxGMbxX7xu6fCCPV8ezHwi724wmOf8TWv8mtMfPNVoDxgW9tqml4c/Sn9YT7PWQdtlFcXZudVecUnR3ILrhfW9ABIaxX85Zc2ODSnxcXFxsTGzp0WEeHNrS4orW5BOW2SuUl07yN2g9tBM8q0PEwzzXPDhJ/Psb98oadQKh5okb0z862+uXPJiwrz4+FhP6dk7TzrbEkmpGJw/i+LRM19WbqMnBAocm54UiOrJlt1MTAya8YfUd5LxAsbHWCz7erGciVT3HHLyxKm0iBrWiQBMtlAClPsx3AnTwh0Kzqc9aOzdNsrFVfxZIeG9QhYkzA5ChDnlTDnUZaddLhsaNS1Qe5uHzCiCyLIPb968eUvqF7tPFw+evnLlTI8eY+RS1A6RuoEgFIeYBtk1D7+mexpoN0vLtOGZkJPEMOfIuTEvVJ7/eusWZSKO3O0v/iyKR9eUdc9XiG4eO/jdsVtP+y64ddIpu3kQh7Z58z/TK3Xe16QiT+mEAWtYp2BhMhDoJkDZY7y9vTmiB0KZFi8UzTp7QRKk0WTwa+i4IL7wfJpItbLBrIbFvrtty9qpLqoLK+o+a/3W1HUz3FGN6yyK1uQXVvG8fYdraScxqlTbUitRDlFJxk/HM2QjQoLV+pWDSEovN3C3yTzUvXwECSkpCQLd5egldGbCj31/164vv9w4cyjqNe/DL1Tjo4UjeyyR80cQJx4PkT7KKxWr8lDfTC1lPP46FQ++Mot6a9dflo5Re4thwSu27VgxXlk5GMabtnbX+wnjol7+419SUz/709rfj3PtvunBglJSd+1SI/pTold3sJjLrA07cX2d5w6G2U96fev2NVEOlLcRiiYpzkwsrmnsIEgrZu06NuH1P37819TUz//3vdfmBblqniyE5DHaVBq0hulrEWYAASICVD3GysmR21or1W4xSjXlOUJJ0DL16YcP/Jo1iy/Mzey0gCoqzn13RiKYmxTtimGu05Ji3B+dOnRRonUnWC2VIo5OTr3dojCqObG9tQ2x4XC6fkUopY8basWEHpptITFhglRf37djx/bt+zOkWEX6t9tV45uLPctPQpKYe8x7O3bs3Ll+uhsiiN+0Qz1e7VnJmp6/PsWjlUFecIRn8clv/7H3zGOniJeSIwd3HX94cvsWfMX2t4tPeq88nmXcfsQNmuDf2Y24wSF+6IPbd+R67FYKYla9EmZ159i3X3215+d8+8hXVszkqzoiBXm6VFpiDZvtyQWOsSZA2WPwcwbDFIS6lU0GyTv49juqsf28GBHmZmmcYwrxxYNnRN5zF8+JXRI/rPTE4SvP+u7t4/d9KKrlgRWF0c77UGsHrymxYW7V+flV3T2GRIq1G2rFGJGHrFkbTxDDmDJBOxoqRaLy8ipZB9JWLxGphqS+vds3Yv7V1/Ztw8eBzBpEnL5b+SM+jufRSOE7z2zLgJY/YWpoi4cwBfZPM49eLSgre5D+w8VCjrevT2dJoq0NVcqVR3VjDx6lAhRtyLpTgjeZ31kr/8sNCRmteJidq72zxTzdGOYSEDCs6ubJ83ml5eUld9J+uSP3HDPGUXWbQ0qeNpW0DJl7CDOBAGsCTP8+RssAiorSzguDZifg2wz4bn+s5ipGNRVFscqLh08/9ZkbJyg6eehWjQFeenac+AZ+97xz57bP3pnvUnL8wK+ltI/IjeEGO9b8oNhVfcf8MD33aVgwYeE/qpBXi8UVFc/keGeSVYnVo0bjWRmJUvPhTxF1U720Q30D1Nogb7W2tVO1DsrRcPt2oU1gaJAN/qAsJHh0R35WThOdDNVxRwcHxGMOvlZUjp0710Y5I/b2XOV5xJa8Pt6ALBAwIAGqHqNoa8esObZkUzJzhfygcfguQ3hIkOTC2a4HZT3O2Tq7OaNtbRwXdxdrokfVtja2SEdH73tEhMKo/O5R1f3z5j9/sCl1f3p5W0/fonKVlRvqKAg9ZEdfUiXJ7TvEYvUOFuvBkgm5PZqkkwianr+uxcOaMLFgY/adAvR3oWNtuMHBoxX37+Tp/1p/xZVvOheI27ZtTU3df11qEJ8NWMMG8QeUPG8EKHtMXX09x83NhZgJvvOvbjLKFiPM0bpW4vd3/oteiuy4vvfAbe705PmjbPpqccdV1+F7Mr2Ggtwo1vxMdf9c1dCq/WYOmRRrN9Q+EXrIskQkOVkEQ8RSW5cYCybUFin4Uwianr8uxdMhl7fa2nE7d9FteVzrpkb2T7aUGFC09c7t+0hAaHjoWL+2e1nCNsZ5JHypTCaXIzzrDklFRecaUSx+Jid+Ss3YUOdEQ9awrrZhPhBAEMpnZY9y79e9MGGyoPcrLj3YMs9eQIJSZitbjPY7y7zARcnhWPqRXwqEJ3+8Yzc1eaGvTa+zC7PyjRjvIr6bp/3ZAXRGibNGIsXeDeXbcSQeWkrdUJGsqa1T8P0n+o/wxIerg8ZayhL461Q8+PO64sJi5HczF4b6CrxGRyye5ttU9LCMPov2g4by+XwPDzceB7HmDsF/5rs5cbpW5G13b99r95ka7dUszCogelWMxIBUKm138wsd84JSn1ohikrz8yucJi5YNHm0YMTo8XGrP059f66A4QKXPJUDoIbpswQzzJ0AVY9BFcVnzj10mbrsxQCtl7+6osJ3/hE+/s7yKVGv8wFzGLskKazt+g+nittQtFn409Ec28iliwLsu85PDB0SuiwpnJNz+pJ2c6I3SoSUUEofNyg8NPeUdvlHQRJF5dfTThXyIl99e8PGjRuTQpWP/tXD/PmzKJ76m9//+3Ld6AWr1v3fFTEvSH7997GcJvoreMCiP25Sjj/MHI66RKzEf/pgXVzPK8wd9zPzOjw80LzbBQrGDzxRtD0r7Wie7aSVGz7QVFh+du9/rjX4xr+6bu2qhcHIncN7z5YxWsdQpHIA1LClnGvgJwUBNDAwkOIw/qzJJ+a1VXHDGoSn9++9KmZ8LlGZ9Jrx5vJYX9uSE//al/6U4CEDO6O6SqHkblAcsqxi0pWJOjrTSLHjT5sads5bVlqZeEsLiokSmAME9CdA83ll+G1XTXFWZkGtLZ9Xf6+01hA9xsrD16ch4/Dh0/dqiB8xsDOqqxSFG7Qe6s/dNBp0ZdK5lGGVdF1tseNPmxpd3TBNIkxvhRaU6V0Ci88nAZp1zPMJBaIGAkAACAABgxBg+fcxBrENSoAAEAACQGBgE4AeM7DzC9EBASAABPqTAPSY/qQPtoEAEAACA5sA9JiBnV+IDggAASDQnwSgx/QnfbANBIAAEBjYBKDHDOz8QnRAAAgAgf4kAD2mP+mDbSAABIDAwCYAPWZg5xeiAwJAAAj0JwHoMf1JH2wDASAABAY2AegxAzu/EB0QAAJAoD8JQI/pT/pgGwgAASAwsAlAjxnY+YXogAAQAAL9SQB6TH/SB9tAAAgAgYFNAHrMwM4vRAcEgAAQ6E8C0GP6kz7YBgJAAAgMbALQYwZ2fiE6IAAEgEB/EoAe05/0wTYQAAJAYGATgB4zsPML0QEBIAAE+pMA9Jj+pA+2gQAQAAIDmwD0mIGdX4gOCAABINCfBKDH9Cd9sA0EgAAQGNgEoMcM7PxCdEAACACB/iQAPaY/6YNtIAAEgMDAJgA9ZmDnF6IDAkAACPQnAegx/UkfbAMBIAAEBjYB6DEDO78QHRAAAkCgPwlAj+lP+mAbCAABIDCwCUCPGdj5heiAABAAAv1JAHpMf9IH20AACACBgU0AeszAzi9EBwSAABDoTwIG6DGYlZUVhtEGwXAarR7zmcAuIqNKUShnd0iLtqYSdoGYT/rAEyAABExAwNrd3Z21GcxqaGji8lXJAdJLuZUoSq2HE77is+VhdrWPiiobEbrJrF0yjaBOgXe7ZAIpCsjsDlE4P5ASapqyAStA4DkkwL7HYLZes1evSRwuuXLiXG6lrJ2ubSikkjq70dELY3wbC3LLZBjdfLNNhq6BqwMxjRQFZHaHKJwfMAk120oDx4DAACCABgYG9g0DwzhT1mz7P2OUSxNM0d5ULym+9cvRM/fqsM7FCj7BP+l/Vo9++M2uww8aaVYwmvoHjXv53ZRhGV9uPV1O/3jN9Hz1CRzDPBd8uME34/Od/63WfsREiYs3Jn7F4ikjXXk2VigmPLR+d0bnld0IkCn4kx2izrWZJ9T0JQQWgQAQ0CRAtR8jyz68efPmLalf7D5dPHj6ypUzPXokuROmhTsUnE/TqcHg4nXZaZfLhkZNC2SyhUOdKvya7slgH4hFvg0fODkuDHOOnBvzQuX5r7duUdI+cteokCn4kx6izLUBE8oiUyACBICAmROg6jFYS61EOUQlGT8dz5CNCAl26b6me3t7c0QPhDLN8DCrYbHvbtuydqp6Guo+a/3W1HUz3FGNToCiNfmFVTxv3+F6gxEkpKQkCPRWQ6BA58D5se/v2vXllxtnDkW95n34hWp8tHBkj2oiXF1HnXg8RPoor1Ssgl3fTC2lJ2QK/qSHqJzHd9YMllBjpBJ0AgEg0L8EmL5X1t7ahthwOF3OWjk5cltrpb1aDIIqKs59d0YimJsU7YphrtOSYtwfnTp0UaK19VItlSKOTk79Gzdj60wCR6qv79uxY/v2/RlSrCL92+2q8c3F8m4jhLgw95j3duzYuXP9dDdEEL9ph3q8Gk4tpT9kCv6Ehwid1+RnWQllnHmYCASAgAEI0PcYDLN28JoSG+ZWnZ9f1d1j8B17DFP0cUAhvnjwjMh77uI5sUvih5WeOHzlWZ+9fQxf1qAovWEDRKeXCuaBox0NlSJReXmVrANpq5eIVENS397TLQhxVV/btw0fBzJrEHH6buWP+DieRyOFIHpCpuBPeMiKJNfdflpKQvWqBhAGAkCAFQGqS73jxDfwG+udO7d99s58l5LjB34tpX0ZDEWxyouHTz/1mRsnKDp56FaNDq8DsPCfHxS7qu+YH6bnPg2LwFk4jyrk1WJxRcUzOd6ZZFVi9ajReFZGotTEkFmEBiJAAAgAATUBqh4jv3tUdWu9+c8fbErdn17e1tMwFG3tmDXHllDa1tnNGW1r47i4u1gT7cnb2tgiHR09N/l6pEJSJcntO8RikX4vRrMMnDwQKlzspPSATMGf8BCt8wZMqB61AKJAAAiYIwHKPf/mZ6pb66qGVu33jBV19fUcNzcX7ZAwzN5/0UuRHdf3HrjNnZ48f5RN36DdcbE6fE/GEEOSk0UwRHqqxnQPnNoiGS52UnpCpuBPeIjWeUMmVM/MgTgQAAJmRoDttsij3Pt1L0yYLNB8ZwwPjRe4KDkcSz/yS4Hw5I937KYmL/S16dWfMCvfiPEu4rt5tJ8LYGagutwhCVx1uKa2TsH3n+g/whMfrg4azwmppMgDNQJkCv6khyidt/iEmmmdgVtAYIAQYNljUEXxmXMPXaYuezGg5wUxzGHskqSwtus/nCpuQ9Fm4U9Hc2wjly4KsO96YoahQ0KXJYVzck5f6nnnyrJAEgauDgFF5dfTThXyIl99e8PGjRuTQrndoVFIUYRvcMgU/CkOUTg/ABJqWeUH3gIBiyNA/Hf+TMLAn9j4xLy2Km5Yg/D0/r1XxXRbIKjXjDeXx/ralpz41770p21MTJjnHF0DV0dhGikKyOwOUTg/YBJqnmUGXgGBgUGA/eeVoWh7TXFWZkGtLZ9Xf6+0lq7HWHn4+jRkHD58+l5Nh0Wz0zXwrlWObrjYSVFAZneIwo0Bk1CLrkZwHgiYOQH26xgzDwzcAwJAAAgAgX4nwHI/pt/9BgeAABAAAkDA/AlAjzH/HIGHQAAIAAFLJQA9xlIzB34DASAABMyfAPQY888ReAgEgAAQsFQC0GMsNXPgNxAAAkDA/AlAjzH/HIGHQAAIAAFLJQA9xlIzB34DASAABMyfAPQY888ReAgEgAAQsFQC0GMsNXPgNxAAAkDA/AlAjzH/HIGHQAAIAAFLJQA9xlIzB34DASAABMyfAPQY888ReAgEgAAQsFQC0GMsNXPgNxAAAkDA/AlAjzH/HIGHQAAIAAFLJQA9xlIzB34DASAABMyfAPQY888ReAgEgAAQsFQC0GMsNXPgNxAAAkDA/AlAjzH/HIGHQAAIAAFLJQA9xlIzB34DASAABMyfAPQY888ReAgEgAAQsFQC0GMsNXPgNxAAAkDA/AlAjzH/HIGHQAAIAAFLJQA9xlIzB34DASAABMyfAPQY888ReAgEgAAQsFQC0GMsNXPgNxAAAkDA/AlAjzH/HIGHQAAIAAFLJQA9xlIzB34DASAABMyfAPQY888ReAgEgAAQsFQC0GMsNXPgNxAAAkDA/AlAjzH/HIGHQAAIAAFLJQA9xlIzB34DASAABMyfAPQY888ReAgEgAAQsFQC0GMsNXPgNxAAAkDA/AlAjzH/HIGHQAAIAAFLJYAGBgYS+j5+xbZXxtloHir75bOd/602k0AxjDd93eczKv7+8bESM3EJ3AACQAAIAAEtAlQ9JoV7eutP97sF2hqqpY0dZkIQeoyZJALcAAJAAAhQELB2d3cnPDxsXExwx52frhbKu0ZTG6aeyYtes/WlYRJFeMpryxbETgl5oUNU8Li+A6U+hFm5BMYvfSV58YK5MyODveykJcXPWmgVkrtu4z1p1gh5aVto8uvLFsya5D+kobigohFBlW5g1q7B81NWvLQ4MX5m1Hgfx/rHRZLOQxTOU0hR1xDe8MYv37T+pchBooz8anNpw1D3QAAIAIF+J8B2P8Zx3JSRotN7v/rXsWxF4IspsV49kZAcGjZz5crowUW//vurf/zn/FP32a++PMWls2kpZSkUkkOy9Z/gVZq2+x97zzx2ikhOjnTunCqIWfVKmNWdY99+9dWen/PtI19ZMZOvoYXEFo0UVa44Ts4OtnaDnB05/Z5RcAAIAAEgYD4EqHqM1diXdnSPLcsDMY2WYPfkxg+X7j8uL8k6+XNmvfsov0HdR4kOYZhz0FjP+lsnTmQWlZc9uPbDzzltPoH+3B4QFAop1jJPMn68WlBW9iD9h4uFNiN8fZThYJhLQMCwqpsnz+eVlpeX3En75Y7cc8wYR2pb9FLkbqBo/ZX/9+lfPv50f6bcfFILngABIAAE+p0AVY9RFJ7a1j2++LlY09nG+pq2zv8/uXXs6G+FXf9DEOJDzo6OiExW1ymjqK2XoQ4OGtd9CoXkkJrqpR2qh2NIa4O8lWNnb62a6+jggHjMeU/dH3fuXBvljNjba/QzYlt0UpS5QhVyaV2TQu0MDCAABIAAEFARoHxW1lwv7hl1zSQX0GZR3rWcsiaioxSHcNuo5sJIIx/UUgwTV3Hlm+7+uDU1df91KaGgli2GUgx9gGlAAAgAgeecANv9GJ2x1clkiIPjoE45q8GDHLEGuZGeLMlwxTzrDklFRXeLfCZX0LnMTqpTK2bFc3HmWpF0TTrTcBwIAAEgMDAJUPYYeye+xnDhqZ9EsRkoWifMEzlPXJgYNspLMCYqKXGcTcm9B01sdNHJoKg0P7/CaeKCRZNHC0aMHh+3+uPU9+cKaJ5isZNS+4Jhg6a+9b8fffzRK+EOdN7BcSAABIDAc0SAqsdYj1mwSWOsiBqiD5iKi/v2X5P5z1/1f9e+PHt41YW9B65JjbV7UX5273+uNfjGv7pu7aqFwcidw3vPltGuYxB2UiomHQ118taWhjpZuz6IQBYIAAEgMMAIkP4N5gCLE8IBAkAACAAB0xMw2X6M6UMDi0AACAABINDPBKDH9HMCwDwQAAJAYAATgB4zgJMLoQEBIAAE+pkA9Jh+TgCYBwJAAAgMYALQYwZwciE0IAAEgEA/E4Ae088JAPNAAAgAgQFMAHrMAE4uhAYEgAAQ6GcC0GP6OQFgHggAASAwgAlAjxnAyYXQgAAQAAL9TAB6TD8nAMwDASAABAYwAegxAzi5EBoQAAJAoJ8JQI/p5wSAeSAABIDAACZA+pmYnvM/2BCQ/fnWM9VG/m7HQTP+8OkCHzXiJ79u3nZWwhA3Zi+ISkiIDvR04Spk4ofX045fKGpgKAvTgAAQAAJAwAQE+n8dI7t5cLNy/DO9EmMeMIY5hCe/sciv8dbRb7766j+XqobPfXVpmKMOGpjbgplAAAgAASDAjoC1u7s7oeQgvymRQ8Xp14oa+6xjMGvX4PkpK15anBg/M2q8j2P94yJJI4KimMusjZ+/OuLRZeEz5bUew+wnr/7r+smN1zLK2vCjZFLtTXK5XCaz9o6a4i6+er2Y2ZdjWo0YFzGs/PTuc/dr6uufPb7f5hM/xfnRhbuV7DiAFBAAAkAACBieAJt1jCBm1SthVneOffvVV3t+zrePfGXFTL7Ks2cZtx9xgyb4d37lMDc4xA99cPuOXNWlSKVYBYViRb9+/fe0gq5vHuPxuGhrSwv9F5GxsgZCQAAIAAEgwIaAzj0Gw1wCAoZV3Tx5Pq+0vLzkTtovd+SeY8Y44sZRtCHrTgneZH6n+lJmbkjIaMXD7NxG1ZqGVIqN171lMMzae/okQU12ZpH+ykADEAACQAAIGIyAzj0GQRwdHBCPOe/tUI2dO9dGOSP29ly1Rw23bxfaBIYG2eAPykKCR3fkZ+U0qY9QSekTDYZZuYUteyXa+urhX0oVxvryZn08BFkgAASAwHNLgEWPUbKquPLNtq6xNTV1/3VpJ8HG7DsF6O9Cx9pwg4NHK+7fyWvX2M4hlWKLH+9k3jNf+8MSz8Lv/t/xh53djK0ykAMCQAAIAAEDE2DRY2RyOcKz7pBUVIi7xjN550YIirbeuX0fCQgNDx3r13YvS9jW5S+VlGqOzq+EYRz3yS+/s2aW3c1vvzycI8WM/I61gcGDOiAABIDAc0CA8r0yD/nDxw12g7qGTVt9E74saWodHDItys+xoUrGcR0VsfjN12fzHlwvrO+k1VHZ8cL0qUEeTlaF547erVJf+mmlEKTF9XczJ/Cby0UNHJ6jI9eqRd6iIG8bGCaIWb8ugV9x7vDx3DpbR9Www5qb2nTuVc9BliFEIAAEgED/EKD6G8yNsz00ncKEh9bvzlCuOKzcxs9fFBvq7epg1VRVcvvc8V+yKzu6+gG+QRKQ/PEbk5Ab/+9/jzzsueJTS+FqrT0mJS+LD3rB2d4axequ/f3PR0qoekzY618sC+o9oeyXz3b+t7p/QIJVIAAEgAAQ6EOAtMcAKyAABIAAEAACehJgsR+jp0UQBwJAAAgAgeeFAPSY5yXTECcQAAJAwPQEoMeYnjlYBAJAAAg8LwSgxzwvmYY4gQAQAAKmJwA9xvTMwSIQAAJA4HkhAD3meck0xAkEgAAQMD0B6DGmZw4WgQAQAALPCwHoMc9LpiFOIAAEgIDpCUCPMT1zsAgEgAAQeF4IMO0xmJVV5zeP6U2GuSrmMzWdMkMpCpcMfkjv/LBXwJA8w2ms/TCgfuaqmM9kUavsioQ1wP4VZEiS4bT+jQWs4wRIPxOzmw5mNTQ0cfmq5ADppdxKQ3y2MSd8xWfLw+xqHxVVKr+hmTAN7IyarRRFyAY/1C9lrRN5JgXALgqd3GBigomr7IzqJMWuSJgEaFZzDMXErIICZ2h6DGbrNXv1msThkisnzuVWyjS/DIY1O4VUUmc3OnphjG9jQW6ZrO9n8rMzas5SFCEb/BDrvLAW1JU8bQGw80RXN5hYoXWVnVFdpdgVCZMAzWeOAZmYT1DgCc06BsM4/ovXLR1esOfLg5lP5N0NBvOcv2mNX3P6g6caqxAMC3tt08vDH6U/rKf5Mkq0XVZRnJ1b7RWXFM0t6PlSAHU+CI3iv5yyZseGlPi4uLjYmNnTIkK8ubUlxZUtSKctMldVCj0XfPjJPPvbN0qU3/qsOSik8Gm8MfGvv7lyyYsJ8+LjYz2lZ+88ofCQupgoQjb4IYOXNWbtGpyQsiJ5cWL8jMiQEfY1pSVVzd0LUGqGhM5QFwA7/wdGrZLFzq5I2JE0kpRFVJGRYn/O1VLux3AnTAt3KDif9qCxd9soF1fxZ4WE90InSJgdhAhzypnyrMtOu1w2NGpaoPY2D5lRBJFlH968efOW1C92ny4ePH3lypkaXz1ALkXlELkUhjlHzo15ofL811u3KI0eudujh50tBCEN2QiHKKJ2CFq84YPV0z2YbsUJYlatmMwrOLXnq68OnBO5zlz5crSbhnoj0GBaQ5rzBnytsi0SXWHi92SemOG/hMkyqkhXWDCfAQHKC423tzdH9EAo09KDollnL0iCNJoMXpfjgvjC82ki1coGsxoW++62LWunuqiKFXWftX5r6roZ7qhG7aJoTX5hFc/bd7iWdhKjSrUttRLlEJVk/HQ8QzYiJFitXzmIpDB+7Pu7dn355caZQ1GveR9+oRofLRzZY5DcFoI48XiI9FFeqVhls76ZWkqvkJXf4UZCg+0hitTL8s5eFA+f90rCSA79pQTDXAIChklvnvg5q7i8/OGNI2nZrSMD/bk0NAZNXbd96+uTHNTTMIwbsXrr1jciuUwKgEHVEkyx9FrV55ShLBJdcQoSUlISBLpKUc+3mCoybNigTUWAqsdYOTlyW2ul2i1GKVaeI5QELVNftfGBX8dn8YW5mZ1QUUXFue/OSARzk6JdMcx1WlKM+6NThy5KtLZeqqVSxNHJqXcmKIxqTmxvbUNsOJyuXxFLVV/ft2PH9u37M6RYRfq321Xjm4s9Sy1CKcw95r0dO3buXD/dDRHEb9qhHq/2rNoIpfQJWR0EIQ19DpFVOIo23Pn+P7eso5cnjeXR37E6OjggjY0NndoUdTI5yuU5disnJl9346qw3T8yovMmYFB4mJ/ifkZWU+9XPChC1vX0tPRaNWr96ArTCPMto4qMEDiopO4x+BUBwxSElJRNBsk7+PY7qrH9vBgR5mZpXEEU4osHz4i85y6eE7skfljpicNXnvV5hQzDL3AoqtXlrCiMqjzBMGsHrymxYW7V+flV3T2GSArtaKgUicrLq2QdSFu9RKQakvr2nusjoa3qa/u24eNAZg0iTt+t/BEfx/NopBCEdchqzYQ09DlEUd1oc9FP+36pDVq6bLKrnicBYb5QtC3nclad16QoL6V698lhI5vu3rzbomWLImRdvaIqG0uoVTxe49WPrjBNP99Mqsj0gT8PFpk+lNdigaKitPPCoNkJ+KNbfLc/VnMVo5qKoljlxcOnn/rMjRMUnTx0q4bmRQAmrB0nvoGvKHbu3PbZO/NdSo4f+LW07ztpTPRQz0EV8mqxuKLimRzvTLIqsXrUaDwrI5E3Rsj6h9OtYdCMdZ1rMtU/WzfM9bJx+N3CxGAb+idmLNxQlFy+Ue4SFhVgjQ2bHCaozb71oKe5s9DHXsRSatV86ocfFLuq75gfZox9Guq8mk8Vsa+/516Sqsco2toxa44t2ZTMXCE/aBz+5DY8JEhy4WzXg7IepLbObs5oWxvHxd3FmuiZjK2NLdLRoXXloTAqv3tUtabY/OcPNqXuTy9v6+lbNK6SpNnwUqxCVntHSEOfQ1pBy24d6lyTqf7Zsfvso+aW4rNnhK16nQRkDFH02bVrBfbjI4PHTBrvLsm8UdT3hoAiZF19GiC1apz60RWmpEqS23eIxerdVmMMM6kiY4QGOil7TF19PcfNzYWYEr7zr24yyhYjzNGqPwyz91/0UmTH9b0HbnOnJ88fZdNXizuuug7fk+k1FORGseZnqjVFVUOr9q03hRRFjg0rxTpktYeENPQ5pBW4olFNTzkqah0mLZgzJP/gvksVCpoLh0wuR3i8rl0zK2dHB6S1pWdVR8FQnnklp8VvSuzoweVZGU8J8kAWskvg7PnzY4OH6rDAok6lRdSq8epH58ucJCeLYIh01tMj0A9VpIe3IGpIApTPyh7l3q97YcJkgeb7YJrGM89eQIJSZitbjPY7y7zARcnhWPqRXwqEJ3+8Yzc1eaFv72cymJVvxHgX8d087c8OoDNKHD2VVE1tnYLvP9F/hCc+XB007sUMaot9yMo38UhosD1EUSMY6hr18oqIlvP7vs+T092Zoqg0P7/CZfLCxLBRXgK/iCUJ4+0fC+91vQKAmyFniCoeXL5Z4+PjUZR5i2A3jiRkDHMMmTl3ViQfq9Gl0OlSaf61aqT60QWiseaavoqMFQno1Z0AVY9BFcVnzj10mbrsxQCtl7+67OC7qQgff2f5lKjXIhpzGLskKazt+g+nittQtFn409Ec28iliwLsu56YYeiQ0GVJ4Zyc05e0mxO9UaIgKaRQVH497VQhL/LVtzds3LgxKbTnvVsD2tInZAoa7A5Rl4GDX+io5oz/7Dkn6mD06KP83J79Nxv9569at/6tpInWt/ftu1zdY4GaYUNDQ0drQUZmvZZLFHEhNv6jvNCa21eFbTqUM30qzbtWjVQ/OhA08lRTV5GRwwH1zAmggYGBVPe8mL1PzGur4oY1CE/v33tVTHfby8Qw6jXjzeWxvrYlJ/61L/0pwYUEf2jAwqg5S1GEbPBDTFLAbg6+/nlrQ6LtxS/+9t+nmk/YyMhj2JA57344o/rffz5wt0OjcqgLAPVf+pfVXldSU89JGLXA7ljYFQA1CjOpVXZFwi7LxpYyTRUZOwrQz5wAzeeVoWh7TXFWZkGtLZ9Xf6+01hA9xsrD16ch4/Dh0/dqOggdZWfUnKUoQjb4Iea513lmU3mB1HPOoiiHolsPa3veaScl7zFtyTx+wYkfhb333KgLQBC5IKr92neXHrfqWGzsCoAagpnUKrsi0Tm/phEwSRWZJhSwwoQAzTqGiQqYAwSAABAAAkCAkADLv48BmkAACAABIAAEaAlAj6FFBBOAABAAAkCAJQHoMSzBgRgQAAJAAAjQEoAeQ4sIJgABIAAEgABLAtBjWIIDMSAABIAAEKAlAD2GFhFMAAJAAAgAAZYEoMewBAdiQAAIAAEgQEsAegwtIpgABIAAEAACLAlAj2EJDsSAABAAAkCAlgBNj0GH+E2NmTPF15lWEUwAAkAACAABIKBFgOazZKw8J784fRRSeOmnm0+M8aWTuDeDZvzh0wU+aree/Lp521mJTknijYlfsXjKSFeejRWKCQ+t352hFscwzwUfbvDN+HznfzU+JVgn1TAZCAABIAAE9CNA85mYWL0o/25e/pMG/MuT9TNEKt0mKbyTef3q1XvImAlDKq5eL5YzN4RhztNfXjW25tdv9h2/lH71am6ZvKX7ezUH+U+NdHmSfqOkkblCmAkEgAAQAAIGJEC6jsGCUraummCnai1VF3d+/nNZ5/rAZfaGj/xEvzmMi7C9+/3RZ1OXzx767PK+r06XtGEYb/q6zyc/2ndl8Jy4se6cBlHu2SNHM8R037SoXnbw537wQVDOFq11DGbtGjx3UfyEka5crLG6NOvX46fzqrtXVISLFYwf+8EHccN6N8Vnv335lxOlBgQHqoAAEAACQICWAPk6prY09/ata1ez23wm8p/dTH9Q16mL6xM5LaD15uFfpL4J092Ex34We86a4SE+n12BIbbek2aN8eK25JxLO3+7ghc0MzYIy8YXEkzWQI6jp0xxF2uvYwRx696c2Jp+7Mdfr2SXWwfELghDcq+XylHMPeaPn675fWzESAfU2XdKTEyscnjWnMt+ijRXFubduXW9kOMfYpW1+18/Xrp+/XpmwVN5S8/H0dNygQlAAAgAASCgPwHSPX+0taFKIhGLqxu7Hz71WGt4WlRSICyRtVQWFhUKS6UcnoNd11G7pxnHrhaUlRXeOJKW2yQY7dfzvZO6uothLgEBw6punjyfV1peXnIn7Zc7cs8xYxyVeqqv7duGjwOZNYg4fbfyR3wcz8OPoB0NlSJReXmVrANpq5eIVENSTxCGrv7AfCAABIAAENCJALt3lzEE63xy1mWsZ6XS1FDX+aWHitp6GcLjOujkUO/Jjg4OiMec93aoxs6da6OcEXt7ZdNCFfJqsbii4pkcbySyKrF61DTrYQtEgQAQAAJAwMAE2PUYAztBra7iyjedy5Rt27ampu6/3vtbFU3qCxgDAkAACAABHQgYvsdwnZytMdUyx2rwIEeksYnhe2KdK6PevsvkcoRn3SGpqOhcqYjFz+SwraJDgmEqEAACQKAfCZD2GPtBQ/l8voeHG4+DWHOH4D/z3Zw46uZBOdq9In4fNUYgGB2xJCGEW174sIlOQn1cKpW2u/mFjnlBaUptC0Wl+fkVThMXLJo8WjBi9Pi41R+nvj9XwOQNAlxhTW2dgu8/0X+EJz5cHRhKMXMWZgEBIAAEgAADAqTvlY1N/mTt/5kWHT1p5CCUKxgfHR09JcTuwaV7NbxRkdP4kis3SuwDZgR2ZF3FX9+aGjHo8YXMx+2q98o8H13M84hZMi86YFBt7s/f//JAxuSPN1FUIX5a7z5+emzs7BlTu2yhaF3Jg0ruqIlTZ0yfMsHXqebOycO/9lJI+kcwKNr2RNLmNX7a7FnToqOihtVeySxrYwAEpgABIAAEgIDBCND8nb9OdtR/HzOj4u8fHyvRSRAmAwEgAASAwIAkYPj9mAGJCYICAkAACAABFgQMuY5hYR5EgAAQAAJAYAATgHXMAE4uhAYEgAAQ6GcC0GP6OQFgHggAASAwgAlAjxnAyYXQgAAQAAL9TAB6TD8nAMwDASAABAYwAegxAzi5EBoQAAJAoJ8JQI/p5wSAeSAABIDAACYAPWYAJxdCAwJAAAj0MwED9BjMysqKweeYMZzWzzx0Mc8wIobTdLHMdK4BTTNXxXymZhgMpSimMdTAlJ2p5hnQbeaqmM9kkSMtcka1xa4e2EmZqiIGmh3y78FkEClmNTQ0cfmq5ADppdzK3t9t3FeaE77is+VhdrWPiiobEbrJDIz35xTzD1wnD5mgZJI+dkZ1kqJwg4mHTCI12RydAmfiFRMC7IyarRS7emAnxSQFMKcvAfY9BrP1mr16TeJwyZUT53IrZe10bUMhldTZjY5eGOPbWJBbxuiDMs0zYeYfuK4eMuFMmz52RnWVonCD1kMmYZpsjq6BM3GMlgA7o+Ysxa4e2EkxSQHM0aHHYNauwQkpK5IXJ8bPiAwZYV9TWlLV3L3+wDCO/+J1S4cX7PnyYOYTOW2DwQ2j7bKK4uzcaq+4pGhuwfXCejNNh6UHTpYazHP+pjV+zekPnmrcDWBY2GubXh7+KP1hPc13H1Cnj9Ao/sspa3ZsSImPi4uLjZk9LSLEm1tbUlzZgnTaMmwVWUqB4XU/MHKEYZ4LPvxknv3tGyWN2s/HKK8PvDHxr7+5csmLCfPi42M9pWfvPFGLm6weKErFgqrITC+gfdwi3Y8RxKxaMZlXcGrPV18dOCdynbny5Wg3DWnuhGnhDgXn0x406va9LHXZaZfLhkZNC2SyhUMNES9xTwb7QLpmwvwDp4mILDXl4ir+rJDwXtKChNlBiDCnnCkk0vSR14Ms+/DmzZu3pH6x+3Tx4OkrV8706DFmhCoy/wJThj/gc0SeWQxzjpwb80Ll+a+3blEWxpG7/VUPFKViwCpiemoN3HnEPQbDXAIChklvnvg5q7i8/OGNI2nZrSMD/bk9HLy9vTmiB0KZJhls0NR127e+Psmh666EG7F669Y3IrkanQBFa/ILq3jevsP1ZipISElJEOitppcCiwicJmSi1CjXkWjW2QuSII0mgzfpcUF84fk0kWplg1kNi31325a1U11U+ULdZ63fmrpuhjvKJH0kRpVqW2olyiEqyfjpeIZsREiwWr9yEFaRPm4owzTrAqMI3JJyxI99f9euL7/cOHMo6jXvwy9U46OFI6mvD11HnXg8RPoor1Ssqov6ZpqritHqgaJUDFhFhr1AWaI2snWMo4MD0tjY0BmSok4mR7k8x+4IrZwcua210l4tBkHqblwVtvtHRnReRAaFh/kp7mdkNfXeqqmWShFHJyczpWXxgROnRkW7PEcoCVqmviLgA79GzOILczM7M4EqKs59d0YimJsU7YphrtOSYtwfnTp0UaL1FXOE6aMwqpnn9tY2xIbD6foVoZQ+bqgVm3eBKT209Bwh1df37dixffv+DClWkf7tdtX45mLPcpgwQMw95r0dO3buXD/dDRHEb9qhHq/2rKxNXw8UpWL+VWSmV9A+brF8d9kKbxsYpuitDv/qyZzLWXVek6K8lAfcJ4eNbLp7826LllEMv41FUZaG+5ur+QdO6GEnNmWTQfIOvv2Oamw/L0aEuVkadwAK8cWDZ0TecxfPiV0SP6z0xOErz/q8ykGYPiqjKtsYZu3gNSU2zK06P7+qu8cQVRF+kLUbasXmX2CWniO0o6FSJCovr5J1IG31EpFqSOrbe+5BCTNbfW3fNnwcyKxBxOm7lT/i43gejZQx64GiVMy/ivr7WsjUvoEv9YqSyzfKXcKiAqyxYZPDBLXZtx70FB5Tn5jP4wfFruo75ocZY5+G2isTB84ckeZMFBWlnRcGzU7A+eC7/bGaqxjVPBTFKi8ePv3UZ26coOjkoVs1um22EXrlOPEN/G51585tn70z36Xk+IFfS2m/e9sYbrAjZvoCs5QcseCJKuTVYnFFxTM53plkVWL1qNF4Vkai1HzqgUXUIMKyxyja2jFrjm0faRR9du1agf34yOAxk8a7SzJvFPW9oNja2CIdHQZpPZIqSW7fIRarNxiMMcwkcIrQyDzsFMnMFfKDxuHbWOEhQZILZ7selPUotHV2c0bb2jgu7i7WRK9UEKaPwqj87lHV/ermP3+wKXV/enlbT2qoXGXlhjoK8y+wAZIj8iqkCZBE0PT1QFEqBqwiY1yILEgnWY+RyeUIj9e1aWLl7OiAtLb03HEo6urrOW5uLgSRyjOv5LT4TYkdPbg8K+MpwQR3XKwO35MxxJDkZBEMkR6qLSRwitObPDWqlUqWuskoW4wwR6sZY5i9/6KXIjuu7z1wmzs9ef4om752CNNHUQ9Y8zPV/WpVQ2vXVn+XUjIp1m6oFZt3gSk9pMBlKTmiPsWoAySTNX09UJSKIatIj+vRABAl7jEoKs3Pr3CZvDAxbJSXwC9iScJ4+8fCe12vAOBxP8q9X/fChMkCzZeO1DhQxYPLN2t8fDyKMm8RPM238o0Y7yK+m0f7uQD9AncgBE6eGjXSzLMXkKCU2coWo/3OMi9wUXI4ln7klwLhyR/v2E1NXuhr06sxYGTpozNKnE0SKfZuKN+OM+sC6+RAh8v8c6QKpKa2TsH3n+g/whMfrg4aDw/oAjSHeqAoFcuoon65ROpulPRZWfm5PftvNvrPX7Vu/VtJE61v79t3ubpHPaooPnPuocvUZS8GELwg1tDQ0NFakJGp/WeWGDokdFlSOCfn9CXGf5Ghe0h6Slh64NSpUcLBd/4RPv7O8ilRryeKmMPYJUlhbdd/OFXchqLNwp+O5thGLl0UYN/1xIwiffRGibJCKKWPGxZRYKr7MKrTx/xz1Hk3icqvp50q5EW++vaGjRs3JoX2/G0DfYD9XQ8UpWIpVaTnhc5k4mhgYCC1MdQ16q0NibYXv/jbf58qev2JuL1PzGur4oY1CE/v33tV3HUIw4bMeffDGdX//vOBux0a81GvGW8uj/W1LTnxr33pT9tMFiFrQ5YbOP6siTA1rFEoL4t06WNnVFcpCjdoPdQnfIPL6ho4EwdoCbAzas5S7OqBnRSTFMCcvgQYfF5ZU3mB1HPOoiiHolsPa3teV0bR9prirMyCWls+r/5eaW13O/GYtmQev+DEj8LeWy5WHr4+DRmHD5++V9NhGZmw2MBJU6MHd9r0sTOqqxSFG7Qe6hG94UV1DZyJB7QE2Bk1Zyl29cBOikkKYE5fAvTrGKAGBIAAEAACQIAdAZbvLrMzBlJAAAgAASDwXBH4/w5JtnZQoNM5AAAAAElFTkSuQmCC)

Помилка виявлена у 3 вузлі , так як було неправильно застосоване правило лівої імплікації і щоб довести це доведення, потрібно застосувати більше перетворень.

# **ВИСНОВОК**

У результаті цієї роботи вдалося створити застосунок, який дозволяє користувачу перевіряти дерева доведень у численні предикатів. Такого роду програми для автоматизованої перевірки доведень можуть бути дуже корисним інструментом під час роботи з логікою предикатів та численням секвенцій, особливо при зростанні довжини дерева доведення та складності виведень у цілому. Ця програма буде хорошим помічником як і науковцям, які стикнулися з перевіркою доведення певної теореми, так і викладачам та студентам, які вивчають новий матеріал чи викладають матеріал.

На жаль, використання цієї програми потребує певних навичок та знань мови програмування і в загальному інтерфейс не є інтуїтивним, також повинен виконуватися ряд умов та правил введення доведення у програму задля її стабільної роботи. Проте ця робота має великий ряд логічних продовжень та покращень у вигляді: використання можливостей штучного інтелекту, задля повноцінного автоматичного доведення теорем, створення алгоритму для перетворення різного роду текстової теорії чи теореми у вигляд логіки предикатів та, очевидно, створення більш інтуїтивного та зручнішого інтерфейсу програми, з подальшим його перетворенням у веб-застосунок.
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